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Abstract

Software Quality Assurance (SQA) becomes one of the most important objectives of
software development and maintenance activities and as a result within an area of
Software Engineering (SE) there are developed standards related to the SQA.
Despite the effort made to improve consistency and coherency among standards, still
there is no single standard embraces the whole SQA knowledge area. To contribute
to this effort, this thesis presents a framework of an ontological model to describe
and define both domain and operational knowledge of the SQA domain. Ontology
development methodologies were reviewed and analysed in order to adopt the hybrid
methodology used to develop the SQA ontology. The framework alos includes
evaluation of the developed ontology. International standards (SWEBOK, IEEE, and
ISO) were the main sources of the terminology and semantic relations of the
developed SQA conceptual model. A formal ontology was implemented using the
semantic web open standard OWL language. To avoid contradictory information, the
developed ontology was verified for consistency using the Protégé consistency
checker plugin. Different approaches have been used to evaluate the developed SQA
ontology. An assessment questionnaire has been distributed among domain specialist
to validate the quality of the developed ontology from experts’ point of view.
Evaluation of the result of using the ontology in an application or Application-Based
ontology evaluation is used to validate the ontology consicness where an e-learning
prototype is developed to provide learning recommendations tg students (traditional
learning scenario) or software developer (e-learning in the workplace). Ontology
axioms were added to the developed SQA ontology to avoid unneccessarly and
overwhelmed information. The e-learning prototype is developed using free open
source software tools such as Apache tomcat as a server software; the Jena, a
Semantic Web framework for ontology manipulation; the SWRL tab of Protégé to
build the ontology reasoning rules; where the RacerPro reasoner is used for
manipulating the ontology and‘the SWRL rules. Based on the results and findings of
the ontology evaluation process, an enhanced version of the SQA ontology was
developed based on the latest quality standards. The ultimate goal was to develop an
ontology that faithfully models the SQA discipline as practiced in the software

development life cycle.
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Chapterl: Introduction

This Chapter presents the motivation, objectives and scope of the research project. The

Chapter then presents the structure of the remaining Chapters of the thesis.

1.1 Motivation

Many areas of human activities such as communication, transportation, health, finances,
and education are highly dependent on software applications that range from simple to
highly complex life critical systems. This requires software of high quality. According to
the ISO 9000 (1992) standard, quality is defined as “the totality of characteristics of
entity that bear on its ability to satisfy stated or implied needs”. Software Quality is “the
degree to which a system, component, or process meets customer or user needs and

expectations” (IEEE 610.12, 1990).

Studies show that software companies can make more money through increased customer
satisfaction and improved product quality (Boehm et al., 2009). Therefore, Software
Quality Assurance (SQA) becomes one of the most important objectives of software
development and maintenance activities and as a result within an area of Software

Engineering (SE) there are developed standards related to the SQA.

Standardization plays an important role in sofiware engineering by providing
organizations with agreed and well organized practices that assist the users of software
development methods in their work. Despite the efforts in research and international
standardization, inconsistency and terminology conflicts appear between standards even

within the same organization.

Although Software Quality Assurance (SQA)' becomes one of the most important
objectives of software development and maintenance activities, yet there is no consensus

among the SQA community of most of the domain terminology and concepts.



A well-defined, complete and disciplined SQA process can be helpful to improve
communication and collaboration among project participants and can serve as a standard

when there is a disagreement.

Software quality is a rather complex concept; some authors have defined the entire
discipline of SE as the production of quality software (Mankandla and Dwolatzky, 2006).
Therefore, adopting software management and SQA standards, as well as training highly

qualified software engineers became critical for developing high quality software.

Ontologies provide a common understanding and sharing of knowledge by using a
general agreement on terminology among all interested people. In addition, ontologies
can be very useful in improving keyword-based information retrieval techniques given
that ontological representation of knowledge can provide better and more relevant answer
to user queries in what is called concept-based information retrieval (Andreasen and
Bulskov, 2007).

SE domain ontologies are very useful in developing high quality, reusable software by
providing an unambiguous terminology that can be shared through the development
processes. Ontologies also help in eliminating ambiguity, increasing consistency and
integrating distinct user viewpoints (Uschold and Gruninger, 1996; Perez and Benjamins,
1999; Spyns, 2002; Zhao et al., 2009).

Using ontology to model the SE knowledge shortens the development time, improves
productivity, decreases cost, and increases product quality. Ontologies provide better

understanding of the required changes and the system to be maintained (Calero et al.,
2006).

In addition, SE ontologies can be used as a mean for translation between different human
languages when different users need to exchange information. Software developers with
different backgrounds and viewpoints working on the same project can be supported by
ontologies in the requirement specification process by offering a declarative specification

of the system, its components and the relationship between the components (Calero et al.,
2006).



There was an effort by different bodies to develop Software Engineering standards
followed by the forming of the ISO/IEC Joint Technical Committee 1 (JTC1) workgroup
in order to guarantee consistency and coherency among standards. The IEEE Computer
Society and the ISOJTC1-SC7 agreed to harmonize terminology among their standards.
Despite the efforts in research and international standardization, still there is no single
standard which embraces the whole Software Quality Assurance (SQA) knowledge.

This work is motivated by the need for having a consistant terminology and agreed upon
concepts among existing taxonomies of the SQA domain, where these taxonomies are
mainly found in standard documents. The aim is to investigate available SQA knowledge
resources, design and evaluate an ontological model of the SQA area that would facilitate
concept-based retrieval of the SQA domain. For the development of the SQA ontology,
1) conceptual model of the SQA knowledge area should be defined then 2) machine-
readable SQA formal ontology based on the conceptual model is to be implemented, and
3) finaly the developed SQA ontology is to be evaluated.

According to PMBOK (2008, p.4), “Generally recognized” means that the described
knowledge and practices are applicable to most projects most of the time, and that there is
widespread consensus about their value and usefulness. Carful analysis is done to identify
knowledge that is up to the described level to ensure the resulting SQA ontology
represents the SQA knowledge that is generally recognized.

1.2 Research Scope "

The work presented in this research thesis combines theory and techniques from SE, SQA

in particular and the ontologies. A macro view of the scope of this work is illustrated in
Fig. 1.1.
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Figure 1.1: Research Scope

The primary source for development of the SQA ontology is the SWEBOK guide (2004),
in addition to that, ISO and IEEE standards (ISO 9126, IEEE 12207, IEEE 610.12, IEEE
00100) and other documents such as PMBOK (2008).

1.4 Conclusion

This Chapter presented the motivation, aim and scope of the research. Ontology
definition, components, development tools and languages are presented in chapter 2 with

some examples of existing works in using ontologies in e-learning applications.

Chapter 3 introduces some basic background of two main relevant knowledge areas: SE
and software quality in the context of SE. In addition, the Chapter presented exisiting

ontologies for SE knowledge domain.

Chapter 4 presents review and analysis of ontology development methodologies and the

approach used to model the SQA knowledge area.

The SQA conceptual model with detailed description of the vocabularies and

relationships extraction process is presented in Chapter 5.



Chapter 6 addresses the ontology evaluation approaches used to validate the developed
SQA ontology. 1t presents accomplished work, experimental results and analysis of the

results.

Application-based evaluation has been used where e-learning prototype was implemted to
validate the ontology deployment. Chapter 7 describes the architecture and the main

software components and techniques used in developing the prototype.

Finally we conclude the work and provide direction to future research in Chapter 8.

+



Chapter2: Ontologies as Models of Knowledge

For the purpose of development of conceptual model of the SQA domain, it is necessary
to define concise set of terms and their realationships for which is usually used
ontologies. This chapter begins with defining ontology in different domains ranging from
philosophy to computing and information technology domains. Then, it reviews some
ontology aspects including (languages, components, tools, etc.). Finally, Section 2.7
represnts existing work that is related to using ontologies in education. Review of
methodologies used to develop domain ontologies for the field of engineering and

information technology are presented in Chapter 4.

2.1 Ontology Definition
“The Latin word ontologia was created in 1606 by Lorhard and the first
occurrence of "ontology" in English can be found in a work by Gideon Harvey of
1663”. (Corazzon, 2013)

Corazzon distinguishes two types of ontologies: pure philosphical ontology and applied
scientific ontology. According to the Oxford English Dictionary (OED) the first
appearance of the word “Ontology” was in 1721 in Nathan Bailey’s dictionary which
defined ontology as “an account of being in the abstract”. The Webster’s third new
international dictionary defines ontology as: “a science or study of being: specifically, a
branch of metaphysics relating to the nature and relations of being; a particular system
according to which problems of the nature of being are investigated”. The term
“Ontology™ in philosophy is concerned with the study of being or the theory of the nature
of existence (Gruber, 2008). Ontology in philosophy is also defined as the science of

what is, of the structure of objects, events, processes and relationships among them
(Smith, 2003).

Later the term ontology has been adopted by Artificial Intelligence (Al) researchers who
established the idea of creating ontologies as computational models that enable automated

reasoning (Gruber, 2008). According to (Neches et al., 1991) ontology “defines the basic



terms and relations comprising the vocabulary of a topic area as well as the rules for

combining terms and relations to define extensions to the vocabulary”.

The most commonly used definition is: "Ontology is an explicit specification of a
conceptualization” (Gruber, 1993). Conceptualization is an abstract, simplified view of
concepts, objects and all other entities of domain knowledge and the relationships among

them.

Based on Gruber’s definition many other definitions were proposed. Borst added two
requirements to the definition of Ontology:1) formal that means the ontology is machine
processable, and 2) sharable which means having a consensus on the knowledge
acquired by the community of experts. Borst’s definition states that: “Ontologies are
Jormal specification of a shared conceptualization” (Borst 1997 cited in Goomez-Pérez
et al. 2004 p.6).

A general definition (Uschold and Jasper 1999 cited in Goomez-Pérez et al., 2004 p. 8)
states that: “onmtology may take a variety of forms, but will necessarily include a
vocabulary of terms and some specification of their meaning. This includes definitions
and indications of how concepts are interrelated which collectively impose a structure on
the domain and constrain the possible interpretations of terms” (Uschold and Jasper

1999 cited in Goomez-Pérez et al., 2004 p. 8).

In relation to computer science, “ontology refers to computer-based resources that
represent agreed domain semantics. Ontology consists of relatively %eneric knowledge

that can be reused by different type of applications or tasks” (Spyns et al., 2002).

More definitions can be found in the literature, in particular in (Goomez-Pérez et al.,
2004) and (Calero et al., 2006).

Ontologies can be classified based on their contents (general ontology, domain ontology,
and task ontology), the subject of the conceptualization, the level of dependence on a
particular task, the richness of its internal structure, the purpose, degree of formality, and
the benefits of the ontology (GoCmez-Pérez et al.,, 2004). Moreover, the Ontology
community differentiates between taxonomic ontologies and those that model the domain

in a deeper way with more restricted semantics of the ontology (i.e. ontology axioms).



The ontology community also differentiates lightweight ontologies that include individual
concepts, relationship between concepts, concepts taxonomies, and properties that
describe the concepts and heavyweight ontologies that add constraints and axioms to the
lightweight ontologies (Alyahya, 2006).

2.2 Upper-level and Domain Ontologies

Recall that the term ontology in philosophy characterises existence, this conceptualization
of the world is called a World ontology that includes all existence concepts. Usually this
ontology contains upper (top-level) ontologies and domain ontologies (Calero et al.,
2006). Upper-level ontologies provide basic and very general concepts across domains
and give general notations to which all terms in domain ontologies can be linked
(GoSmez-Pérez et al., 2004). Sometimes domain ontologies inherit from upper-level
ones, but often domain ontologies are built then linked to upper-level ontologies. Cyc, an
ontology of huge amount of common sense knowledge (Lenat and Guha, 1990), and the
Standard Upper Ontology SUO, a large general-purpose formal ontology (Pease and

Niles, 2002 cited in Goomez-Pérez et al., 2004), are examples of upper-level ontologies.

2.3 Ontology Components

Different knowledge representation languages exist for ontology implementation. Each of
them provides different components that can be used in building ontologies. However,

the following minimal set of components is shared among ontoldgy representation
languages (Calero et al., 2006):

. , i —

set of objects. Classes in ontology are usually organized in hierarchal taxonomies through
which inheritance mechanism can be applied. Some examples of classes are: =
(cities, villages, etc.); (Ford, BMW, etc.), and

Classes can contain individuals, other classes (sub-classes), or combination of both.

Ontologies vary on whether they contain a universal class (a class that contains
everything) or not. OWL ontologies have the




Relations(Properties) represent a type of association between concepts of the domain.
Ontologies usually contain ordered binary relations where the first argument represents
the domain of the relations and the second argument represents the range. For example
the binary relation drives has the concept Person as a domain and the concept Car

as the range.

Binary relations are sometimes used to express concept attributes. Attributes are usually
having their range as a datatype such as string, number, etc. in OWL relations are named

ObjectProperties while attributes are named DatatypeProperties.

Instances are used to represents elements or individuals in an ontology. Instances (or
individuals) are the basic, “ground level” components of an ontology. For instance Tom is

an instance of the class Person.

Formal Axioms model sentences that are always true. Formal axioms are used to verify
the consiciness of the ontology and to infer new knowledge (Gruber, 1993). An axiom in
the traveling domain could be that it is not possible to travel from North America to
Europe by train.

2.4 Ontology Representation Languages

There are many languages available for ontology representation. In 1990s, ontologies

were built using mainly Artificial Intelligence (AI) modelling techniques. Such languages
were based on:

L4

*  first order logic such as KIF (Genesereth and Fikes, 1992);

¢ frames combined with first order logic such as Cyc ontology (Lenat and Guha, 1990)
and Ontolingua (Farquhar et al. 1997 cited in Goomez-Pérez et al., 2004);

®  description logic such as LOOM (MacGregor, 1991).

Later, the boom of the internet led to the creation of ontology languages that can take
advantages of the features of the Web known as Web-based ontology languages or
ontology markup languages (Calero et al., 2006). The most important examples of these
markup languages are: RDF(S) (Lassila, and Swick, 1999), DAML+OIL (Horrocks, and



Van Harmelen, 2001), and OWL (Antoniou, and Van Harmelen, 2003). From all of them,
RDF and OWL are the ones that are being actively supported now. Even though, RDF is
developed long before the Web, the serialized version of RDF(s) in XML makes its way
to the Web since the Web is based on XML. A detailed classification and review of

ontology representation languages can be found in (Goomez-Pérez et al., 2004).

Among the available ontology representation languages, the Web Ontology Language
OWL has been selected in this research. Recently OWL is the ontology language that is
preimerly recommended by the W3C. The OWL knowledge representation capabilities
that allow defining objects as classes, properties as either ObjectProperty (relation) or
DatatypeProperty (attribute), and individuals (instances) of different classes.
Furthermore, OWL provides the possibility to reason about classes and individuals. It
provides three sub-languages: OWL Lite, OWL DL, and OWL Full ordered with

increased expressiveness.

2.5 Ontology Development Tools

Implementing ontologies directly in an ontology language, without supporting tool,
makes the ontology building process complex and time consuming. To ease the task and
help developers with some ontology development activities, the first ontology
development environment was created in 1990s. Few years later, the number of ontology
tools has greatly increased. Goomez-Pérez and Corcho (2002) distinguish the following
ontology tools: ontology development tools, ontology evaluation tools, ontology merge
and alignment tools, ontology learning tools, ontology querying and inference engines,
and ontology-based annotation tools. Overview and analysis of ontology learning tools

and techniques can be found in (Calero et al., 2006; Fernandez-Lopez and GOmez-Pérez,
2002).

The first ontology development (or editing) tool was the Ontolingua Server (Farquhar et
al. 1997 cited in Goomez-Pérez et al., 2004) available as a World Wide Web service. It
has been developed by Knowledge Systems Laboratories in Stanford to ease the
development of the Ontolingua ontologies. Ontolingua supports distributed and

10



collaborative editing of ontologies. Ontologies can be created from scratch or by

extending existing ones.

In 1997, WebOnto (Domingue 1998 cited in Goomez-Pérez et al., 2004) was released.
The main advantage of WebOnto was its strong support for collaborative ontology
edition, which allowed synchronous and asynchronous discussions about the ontologies

being built by groups of users.

Another extensible tool is the WebODE (Arpirez et al. 2001 cited in Goomez-Pérez et
al., 2004). This tool is based on HTML forms and Java applets. The core of WebODE is

its ontology access service, which is used by all the services and applications plugged

into the server.

A free open source standalone application with an extensible architecture is the Protégé
tool (Noy and McGuinness, 2001). The core of Protégé is its ontology editor, which can

be extended with plug-ins that adds more functions to the environment.

Based on plug-in architecture, the free, flexible and extensible environment OntoEdit
(Sure et al. 2002 cited in Goomez-Pérez et al., 2004) was created. It provides user-
friendly graphical interface and supports ontology development and maintenance. Its
ontology editor is a stand-alone application that exports and imports ontologies in
different formats (XML, FLogic, RDF(S), and DAML~+OIL).There are two versions of
OntoEdit: OntoEdit Free (with limited capabilities) and OntoEdit Professional, each with
a different set of functions.

wb

As the aim is to develop the SQA ontology from scratch, the tools and techniques that use

existing ontologies to build new ones have been excluded and Protégé was selected due

to the following reasons:
¢ Protégé is a free open source ontology editing tool with a variety of plug-ins and

widgets to support the system functionality and capability.
It has a user friendly graphical interface with easy to use menu-command tool.

It is supported with a clear user guide and supports the import and export of

ontology from/to different ontology representation languages (such as RDF and
OWL).

11



* Protégé has the ability to verify the ontology and to check consistency for

conformance with the language rules.

* Moreover, the “protégé-discussion” mailing list provides technical supports for

the users which save time and efforts.

2.6 Ontology Reasoning Techniques

Ontologies provide formal meaning of concepts in a domain knowledge leading to shared
and common understanding that improves communication between people and software
agents. Using ontologies to represent domain knowledge allows not only the definition of
concepts and their interrelationships but also inferring implicit relationships using

reasoning techniques.

Reasoning is important to ensure the quality of an ontology, for example to check
concepts consistency and derive implied relations (Baader et al,, 2005). Ontology
reasoning approaches supports inference through various kinds of logic: description logic,
first order logic, temporal logic to name a few (Shehzad and Ngo, 2004). There are many
ontology reasoning languages such as: the Description Logic Programs (DLP) (Baader et
al., 2005), the Rule Markup Language (RuleML) (Horroks et al., 2004), and the Semantic
Web Rule Language (SWRL) (Horroks et al., 2004; Parsia et al., 2005).

SWRL is a logic language based on a combination of OWL DL and OWL Lite
sublanguages of the OWL Web Ontology Language with the Unary/Binary Datalog
RuleML sublanguages of the Rule Markup Language. Table 2.1 shows a subset of the
reasoning rules that support OWL semantics (Wang et al., 2004). SWRL uses the
following syntax in writing user defined rules:

antecedent (body) ==> consequent (head)

where both antecedent and consequent are conjunctions of atoms a; * ..." a,. The atoms
can be of the form C(x), P(x,y), sameAs(x,y) or differentFrom (x,y); where C is an OWL
description, P is an OWL property, and x,y are either variables, OWL individuals, or
OWL data values (Horroks et al,, 2004). Using this syntax, the following SWRL rule

asserting that the compcsmon of parents and brother properties implies the uncle
property:

12



Rule-1:

person (?x) * hasParent (?x, ?y) * hasBrother (?y, 2z)

==> hagUncle (?x, ?z)

Where the concept person has been captured using the OWL class Person, the parent,
brother and uncle relationships are expressed using the OWL object properties hasParent,

hasBrother, and hasUncle respectively.

Table 2.1: Some OWL Ontology Reasoning Rules

TransitiveProperty | (?P rdf:type owl:TransitiveProperty) *~ (?A 2?P ?B)
% (?B ?P 2C) ==> (?A ?P ?C)

subClassOf (?a rdf:subClassOf ?b) ~ (?b rdf:subClassOf 2c)
==> (?a rdf:subClassOf 2c)

subPropertyOf (?a rdf:subPropertyOf ?b) * (?b rdf:subPropertyOf
?¢c) ==> (?a rdf:subPropertyOf ?c)

disjointWith (?C rdf:disjointWith ?D) * (?X rdf:type 2C) *
(?Y rdf:type ?D) ==> (?X owl:differentFrom ?Y)

inverseOf (?P owl:inverseOf ?Q) * (?X ?P ?Y) ==> (?Y ?Q ?X)

Els

DLP is the intersection set of strings of Horn logic and OWL while SWRL is the union of
them. In DLP, the resulting language has very unusual looking description logic and
overall inexpressive language (Parsia et al., 2005).

2.7 Ontologies in Education and e-Learning Applications

Ontology can be used as a tool for the representation of a specific domain knowledge
which offers a consensual - shared understanding of the domain knowledge to be
exchanged and- reused among people and organizations. In addition, the great
expressiveness of the knowledge in the domain ontology supports the teaching and
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learning of the domain as it is machine-readable, and thus, can be used for e-learning

purposes.

According to Stojanovic and colleagues (2001) ontologies in e-learning can be used to
describe the content, the context, or the structure of the learning materials. For instance,
when searching for a learning material, the content refers to what the learning material is
about (the topic) and the context refers to the form in which this learning material is
presented. However, structured ontologies breaks down learning materials into small bits
of information (or chunk of knowledge) that can be connected to each other in order to
build up a complete course. In this thesis, we adopted the approach based on the first and

second category (i.e. the content and context ontologies)

Ontologies can support teachers in the course construction phase in the analysis and
annotation of the learning objects where the course can be seen as a path over the
ontology model of the course content. In addition, ontologies can support students to

follow the suggested learning path or dynamically modify it according to their needs
(Nicola et al., 2004).

Developing quality software requires well trained graduates with high SQA skills.
Unfortunately, experience shows that most institutions are unable to graduate software
engineers to meet manufactures expectations. This is mainly due to: (i) the fast changing
discipline; (ii) inability to deal with large complex problems in a limited educational
setup; and (iii) the variety of methods, techniques, and technological tools used in this
field (Saiedian and Weide, 2005; Boehm et al., 2009). *

One problem in teaching sofiware engineering as a discipline is the use of textbooks,
where the descipline is considered as a set of topics and subtopics that are studied
sequentially. The discipline may be studied as separate modules/courses that may be not
coordinated in terms of consistency and completeness. Moreover, educators in this area
have different backgrounds, programming language preferences, and usually use different
jargons which lead to a variety of understanding and overlapping of meanings of the
same software engineering térm or concept. This often results in lack of communication

between the same team members and ambiguity in understanding requirements and
defining system specifications.

14



We, as educators, believe that we share part of the responsibilities for the gap between the
software engineering graduates’ knowledge and what is required in practice by software
industry. Therefore, to improve the way of learning and teaching software quality, an
ontological approach will be used to model SQA knowledge area (Bajnaid et al., 2010).

The following sub-sections present related works of: 1) developing domain ontologies for

learning purposes and 2) using ontologies in context-aware personalised learning.

2.7.1 Domain Ontologies for Learning

In an attempt to create meaningful and effective learning strategies in teaching C
programming, Sosnovsky and Gavrilova (2006) accumulate their experience in teaching
several C-related programming courses to present an educational ontology that reflects
their vision on what is important in studying C programming. In addition, they propose a
stepwise algorithm to ontology development with a set of recommendations for ontology
design. The proposed algorithm generalizes their experience in building different

educational ontologies for e-learning in the field of Al and neurolinguistics.

Another educational ontology created by Jakkilinki and colleagues (2005) for their
Multimedia Design and Planning Pyramid MUDPY model. They define MUDPY as a
meta-design framework that facilitates successful creation of multimedia projects and
supports teaching multimedia design and planning. MUDPY is being built to guide a
novice learner through the multimedia design and planning process by answering queries
on the MUDPY elements and their relationships. The MUDPY  ontology support
formalizing the processes of the multimedia design and planning which helps in teaching
the same content for all learners. Dzcmydiene and Tankeleviciene (2008) proposed the
framework for manual ontology development methodology used in building the “e-

Learning Tools” domain ontology to enhance and improve the distance learning course
“e-Learning Technologies”.

For better software engineering education, a project-based collaborative leamning
environment was developed for learning software design patterns (DPs) (Jeremi¢ et al.,

2011). The environment integrates an existing learning management system, a software
modelling tool, diverse collaboration tools and online repositories of DPs.
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2.7.2 Ontology-Based Personalized Learning

Despite the development of many e-learning systems that enable flexible delivery of
learning content, many research efforts are still needed to develop adaptable e-learning
systems that take into account the changing context of the learner, or what is called
context-aware e-learing systems. Context is defined as any information that can be used
to characterize the situation of an entity. An entity is a person, place, or object (Dey and
Abowd, 2001).

For such systems, learning will become more integrated with work and will use more
modular and just-in-time delivery system. To achieve these goals, new techniques are
needed to model both explicit and tacit knowledge about the learner, including learner's
goals, background, actual progress in the learning process, timing constraints if any, and
current tasks and activities. Semantic Web represents a promising technology for
developing such context-aware personalised e-learning system, and the use of ontology in

particular supports expressive semantic representation of both explicit and tacit
knowledge.

In the field of personalized learning, an approach for a dynamically generated
personalized educational system powered by reasoning mechanisms has been proposed
(Henze et al,, 2004). The system uses three types of ontologies: a user ontology
(describing user characteristics), an observation ontology (modelling different possible
user interactions with the system), and a domain ontology (describing the concepts
covered in the knowledge domain and the relationships among concepts). They show how
rules can be enabled to reason over distributed information resources in order to

dynamically derive semantic relations that can be used to adopt a learning path.

The Learning in Process project (LIP) (Schmidt and Winterhalter, 2004) aims to integrate
e-learning and knowledge management technologies for a context aware learning object
delivery. The system suggests personalized learning program based on a matching

procedure between available learning material and user’s current context.

Berri and Benlamri (2006) have developed context-aware e-learning system consists of a
rule-based ontology and a search engine. Extracted knowledge from the source ontology

is used to recommend a learning path by firing a set of rules based on the learner profile.
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The Leaming Object Context Ontology (LOCO) is an ontological framework that
captures necessary information for personalization learning process (Jovanovié et al.,
2006).The central component of the framework is the LOCO-Cite ontology that serves an
integration point of the other related ontologies (the user model ontology, the learning
design ontology, and the content structure ontology). LOCO-Analyst, an educational tool
built on top of the LOCO framework, aims to provide teachers with feedback on the

learning process taking place in a web-based learning environment (Jovanovi¢ et al.,
2007).

However, most of these personalized learning systems consider learner preferences and
interests but fail to consider the difficulty level of the learning materials which may lead
to the generation of poor quality learning paths.. In such cases learner could generate
perceptive overload or fall into cognitive disorientation due to inappropriate curriculum
sequencing during learning processes. In a way to solve this problem, Chen (2009)
proposes a novel genetic-based personalized learning path generation schema to provide
near-optimal learning path for individual learner. The schema based on an ontology-
based concept map is able to simultaneously consider the course material difficulty and
the relations between concepts of the prior and posterior knowledge between course

materials in generation personalized learning paths.

In the same area, an infrastructure for context-aware e-learning services based on
semantic knowledge representation, leamning context processing and adaptive content
recommendation has been developed (Yu et al., 2010).

b

Another similar context-aware e-learning system was developed by Das and colleagues
(2010). This System uses standardized context parameters to build the context models,
which in turn are used by a content management component to create learning resources

that are dynamically composed into basic learning objects based on the leaner’s context.

2.8 Conclusion

In this chapter it has been presented the most relevant definitions of the term ontology,
other definitions can be found in Artificial Intelligence and Information Technologies
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literature. However, it can be noted that with all these definitions there is almost always a
consensus of the usage of the term ontology among ontology developers and users. It can
be concluded that ontologies are used to capture knowledge of a domain that can be
shared and reused by group of people of software agents.

The chapter introduced examples of domain ontologies that have been developed for
educational purposes (domain ontologies for learning, ontology-based personalized
learning, and ontology-based context-aware learning). Eventhough these domain
ontologies are developed for education, none of the ontologies is useful for this research
as each of them represents a different domain and hence cannot be re-used in the

development of the SQA ontology.

To our knowledge, there is no software quality ontology available for teaching and
learning purposes. Having the opportunity to build operational ontology will provide a

unique insight in teaching software quality in an e-learning environment.

The chapter then represents some related works that used ontological approaches for
building context-aware personalized e-learning systems. Various context parameters are
considered in existing e-learning system such as: learner personnel profile, expertise
level, learning preferences, learning situation, network, device...etc. (Das et al., 2010).
The e-learning prototype of this research work is presented in Chapter 7.

wt
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Chapter 3: Software Quality as Knowledge Domain

This chapter presents the background for the present research in several dimensions. The
chapter starts by presenting a brief history of the SE domain and the SWEBOK guide. A
brief history of the SQ as a SE area and quality issues in SWEBOK has been presented.

References to related work in developing ontologies for the SE domain are made in this

chapter.

3.1 Software Engineering as a Knowledge Domain

This section introduces Software Engineering (SE) as a knowledge domain giving a brief
history of the domain followed by a brief presentation of various versions of the Soft Ware
Engineering Body of Knowledge (SWEBOK) guides.

3.1.1 A Brief History of Software Engineering

In 1968, the North Atlantic Treaty Organization (NATO) Science Committee sponsored a
conference to discuss all aspects of software including design, implementation,
distribution, and services of software. The term “Software Engineering” was known after
the conference (Simons et al., 2003). There was a general agreement in the conference
discussion that comparing to other engineering discipline, software engineering was in a
very elementary stage of development. As an engineering branch, software engineering
has some aspects (such as design life cycle) that are generally similar to other engineering

branches while other aspects (such as problem analysis) were dissimilar due to the
abstract nature of software.

The chosen term “Software Engineering” implies the need for software manufacturer to

be based on theoretical foundations and practical disciplines as other engineering
branches (Mahoney, 2004). .

Glass (1997) divides the software engineering era into three periods:
1. The Pioneering Era (1955-1965 )
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Software people need to rewrite their programs to run in new computers coming up
almost every year or two. New high-level languages like COBOL and FORTRAN were
developed to translate old software to meet the needs of the new machines. No computer
science principles had been taught yet.

2. The Stabilizing Era (1965-1980)

The IBM 360 came to sign the beginning of the stabilizing era and put the end of the era
of emerging a new computer every year or two. Finally software people started writing
new codes instead of rewriting the old ones. The beginning of the notion of time-sharing
emerged. The value of software became huge as the software field stabilized. Structured
programming appeared in the middle of this era. In addition, disciplines such as Artificial
Intelligence (AI) came into existence. With the raising of Job Control Language (JCL),
programmers needed to write the whole program in a new language to tell the operating

system and computer what to do.

3. The Micro Era (1980- present)

Computer prices dropped dramatically. Every programmer had a desktop machine. The
user-friendly GUI replaced the JCL. The most-used programming languages were 15 to

40 years old. There was an increasing need of more and better research in the software
field.

Osterweil (2007) claims that, the history of software engineering clarifies the dual nature
of today’s software engineering. It has two activity types: the development of supportive
tools and technologies to address the practical problems; and the search for better and

deeper understandings as basis for those tools and technologies.

Due to the successful collaboration between software engineering practitioner community
and research community, software development is now viewed as an industry that
supplements economies of countries, nations, and even individuals. The continuous flow

of problems from practicing software development opens new area of research and
investigations.

Even though software engineering knowledge is more stable today, software engineering

terms are inconsistent and may have different meanings in different contexts. The need
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for international agreements among standards, practitioners, researchers, organizations,
and any related software engineering communities cannot be ignored. This was the main

purpose to develop the SoftWare Engineering Body of Knowledge (SWEBOK) guide
(2004).

3.1.2 The SWEBOK Guide

In the field of software engineering, communication is a key activity in developing
software and the lack of communication leads to difficulties in identifying software
requirements and specification. The ambiguity of the natural language of the participants

leads to mistakes and non-productive efforts and limits the potential of reuse and sharing
of knowledge.

Software engineering researchers face the challenge of knowledge integration that
implies wasting time and efforts due to the lack of shared knowledge among members in

the group project or with other groups or stakeholders.

In 1990, the planning for an international standard with a general view on the software
engineering knowledge began. Five years later, the ISO/IEC 12207 was completed and
published. This standard considered as a starting point to capture the software
engineering body of knowledge.

In 1998, thirty years after the first use of the term “Software Engineering” in the 1968’s

NATO conference, the SWEBOK project was initiated with the following objectives
(Mendes and Abran, 2004):

* To characterize the contents of the software engineering discipline;

To provide topical access to the software engineering body of knowledge;
To promote a consistent view of software engineering worldwide;

To clarify the place — and set of boundaries — of software engineering with respect to

other disciplines such as computer science, project management, computer
engineering, and mathematics; and
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* To provide a foundation for curriculum development and individual certification

material.

In December 2001, the first trial version of the SWEBOK guide was published. More
than 500 reviewers from over 40 countries were involved in the project to develop the
SWEBOK guide by the IEEE/ACM working group (Dupuis et al., 2003). The main
purpose of this effort was to characterize the bounds of the software engineering

discipline and provide access to the literature that describe the generally accepted
knowledge of the discipline.

The trial version of the guide was released for general trial usage and applications.
Review and comments of over 120 reviewers were used in developing the improved
version in 2003, leading to the 2004 version. For example the software quality knowledge
area was a mix of product quality and process quality; this was rewritten to consider
product quality only (SWEBOK, 2004).

Transparency and consensus are principles developed by the project team to guide the
project. Transparency means that all processes are documented and published so that
participants are aware of project decisions and status. While consensus ensures that any
statement is agreed by all significant parties (SWEBOK, 2004).

The resulting project is not the software engineering body of knowledge itself but a guide
to the knowledge that hierarchically structured the field of software engineering into ten
knowledge areas (KAs). For each subject, the reader is referred to book chapters or paper
that describes the knowledge in that subject briefly. Each knowledge area is treated as a
chapter in the guide plus a chapter gathers disciplines that are strongly related to the

software engineering domain. According to SWEBOK, the software engineering is
organized into the following ten knowledge areas:

1. Software Requirements. The guide defined a requirement as “a property that must be
exhibited in order to solve some real-world problem”,

2. Software Design. The guide adopted the IEEE definition of software design as “the

process of defining the architecture, components, interfaces, and other characteristics of a
system or component” and “the result of (that) process”.
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3. Software Construction. According to the guide, software construction refers to the
detailed creation of working, meaningful sofiware through a combination of coding,
verification, unit testing, integration testing and debugging. The guide shows the links of
software construction to other KAs strongly to software design and software testing.

4. Software Testing. Testing is the activity of identifying defects and problem in order to

evaluate and improve a product quality.

5. Software Maintenance. Software need to be maintained to recover anomalies, be

adapted to environmental changes or new user requirements.

6. Software Configuration Management. The term Configuration Management (CM)
applied to all items to be controlled (software and hardware). It benefits project
management, development, maintenance, assurance activities, and customers and end

users. The guide clearly shows the close relation between SCM and the software quality
KA.

7. Software Engineering Management. The guide adopted the IEEE definition of
software engineering management as the application of management activities - planning,
coordinating, measurement, monitoring, controlling, and reporting — to ensure that the
development and maintenance of software is systematic, disciplined, and quantified. The
guide uses the Project Management Body Of Knowledge (PMBOK) as a source of

knowledge in the software engineering management KA.

8. Software Engineering Process. The guide deals with software quineering process
KA at two levels. First: the technical and managerial activities within the software life
cycle processes during software acquisition, development, maintenance, and retirement.
While the second is the meta-level concerns with the definition, implementation,

assessment, measurement, management, change, and improvement of the project life
cycle processes.

9. Software Engineering Tools and Methods. This Chapter presents the methods and
computer-based tools the assist the software life cycle processes.

10. Software Quality, What is software quality and what its importance as a software
engineering knowledge area are questions answered by the software quality chapter in the
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SWEBOK guide. The following section considers the software quality in the context of

the software engineering domain in detail.

Each knowledge area includes a matrix to related references (book chapters, referred
paper ...etc.) to each topic. The organization of the ten knowledge areas is not sequential.

Links between KAs are not of input-output base and are given within text whenever
needed (SWEBOK, 2004).

Public and private organizations can benefit from the SWEBOK guide in defining their
education and training requirements, develop performance evaluation policies, classify
jobs, and making public policy regarding professional licensing and guidelines. In
addition, universities and learning institutes will benefit from the SWEBOK guide in

defining certification rules, accreditation policies, curricula, and course contents (Dupuis
et al., 2003).

3.2 Software Quality Knowledge Area in the Context of Software
Engineering Domain

Over the past decades, changes in hardware have been absolutely remarkable and even
changes in software and the ability to build large and complex software improved
dramatically. The following section presents a brief history of the software quality

knowledge area followed by a presentation of the software quality domain issues in the
context of the SWEBOK guide.

wh

3.2.1 A Brief History of Software Quality Issues

Practically achieving quality is a difficult process due to the fact that developing software
within schedule and budget has usuvally higher priority than achieving quality
characteristics. In addition, achieving quality requires combining knowledge of related
disciplines and experience of experts with different backgrounds (Kusters et al., 1999).

Software industry today pays more attention to the customer’s requirement of better
quality software. Industrial data shows that 50% of the project budget is spent on

activities toward increasing quality such as testing. Industry leaders show that half of the
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testing costs can be reduced by applying practices and techniques to control quality
throughout the software development life-cycle (Hilbumn and Towhidnejad, 2002). A
study by the Jet Propulsion Laboratory (JPL) shows that the ratio of defect detection and
correction costs is 1:10:100:1000 through requirement: design: implementation: release.
This means that fixing defects at the release phase costs 1000 times more than at the
requirement phase (Rothman, 2002).

Over the past decades much effort has been put in software quality issues. Research
papers and books on software quality have been published, and new standards were
developed. The ISO-9000 (1992) series in particular become the most widely used by
organizations to manage quality. Different standards interpret different definitions to

software quality or quality in general. Let’s consider for example the following ones:

- In the standard IEEE-610 (1990) Quality is defined as:

1. the degree to which a system, component, or process meets specified
requirement, and

2. the degree to which a system, component, or process meets customer or user
needs and expectations”.

-In one of the popular textbooks (Pressman, 2005) Software Quality is defined as
“conformance to explicitly stated functional and performance requirements, explicitly

documented standards, and implicit characteristics that are expected of all
professionally developed software”

.t

However, to fully understand the different practitioners’ view of quality, how to develop
and achieve quality in software product, and how to measure and improve software
quality, more research and studies are required in the field.

To achieve the required level of quality, organizations spend more efforts and resources
through the development process. This includes technical development, process guidance

and control, and some management activities to ensure what should be done, the way and
time to do it and what should-be not done.

Software product could not be highly qualified just by accident; quality processes lead to

quality products. The effectiveness of the software development process can be measured
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by comparing the used processes by the widely accepted best practices (Thomas et al,,

1996). 1t is difficult to say that a product quality is better than the quality of the process
used to develop that product.

3.2.2 Software Quality Issues in SWEBOK 2004

Quality cannot be added to some steps of development or after completion. Quality
implies in every action and step of the total development process from requirement
definition to post-delivery evolution. For this reason, quality issues penetrate and cover
all other knowledge areas of the SWEBOK guide.

Wille and colleagues (2003) analysed how the term “quality” and its related concepts are
used in the context of the SWEBOK guide (2001 trial version). Table 3.1 summarizes
their findings of the inclusion of the term “quality” into the other KAs in SWEBOK. The

table illustrates how software quality issues penetrate into other software engineering
knowledge areas.

Table 3.1: “Quality” in the ten SWEBOK KAs (adopted from Wille et al., 2003)

Knowledge Area The number of times “quality”
is mentioned
Software Requirement 60
Software Design 21
Software Construction 9 =
Software Testing 16
Software Maintenance 22
Software Configuration Management 19
Software Engineering Management 32
Software Engineering Process 16
Software Engineering Tools and Methods 4
Software Quality 187
Total 386
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3.2.3 Bloom’s Taxonomy for SQA Ontology Concepts

Bloom’s taxdnomy levels (Bloom, 1956) contains six levels of educational objectives: 1)
knowledge (remembering, recalling); 2) comprehension (understanding); 3) application;
4) analysis; 5) synthesis (creating); and 6) evaluation.

The SWEBOK guide (2004) maps all knowledge areas to Bloom’s taxonomy levels for

one software engineer profile: a graduate with four years of experience.

Bourque and colleagues (2004) proposed Bloom’s levels for two other profiles: new
graduate and experienced engineer working a software engineering process group. They
defined the levels for four knowledge areas of SWEBOK including software quality. In
their approach no topic of the Software Engineering Education Knowledge, a body of
knowledge developed for the purpose of designing software engineering curriculum in
university, is assigned a rating higher than the application level for a new graduate
profile. Their approach is applicable for undergraduate students too. In this research,
Bourque’s approach to identify the level of Bloom’s learning objectives for the concepts
of the developed SQA ontology has been followed. Table 3.2 presents software quality
topics extracted by the author from SWEBOK and standards using Bloom’s taxonomy

and Bourque’s classification.

Table 3.2: Bloom’s Taxonomy for the some SQA Ontology Concepts

SQA topics according to SWEBOK and standards Bloom’s Taxonomy Level
Software engineering process quality Application
Software engineering product quality Application™
Software Quality Assurance Comprehension
Verification and Validation Application
Management Review Comprehension
Technical Review Comprehension
Inspection Application
Walkthrough Application
Audit Comprehension
Technique Application
Testing Application
Quality Measurement Application
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3.2.4 Software Quality Knowledge Area in the Context of Software

Engineering Graduate Courses

Experience shows that traditional computer science departments were unable to graduate
software engineers to meet manufactures expectations. Today’s software engineers
should be taught main software engineering concepts in addition to technical concepts
and software engineering technologies. One problem educators face from the knowledge
area side is the content or what specific ideas to be taught? Another one from the

pedagogy side is what are the best ways of teaching those ideas? (Saiedian and Weide,
2005).

Experts from different universities, industry, and professional societies helped to create
the first volume of the Graduate Software Engineering Reference Curriculum GSWERC
that provides a set of recommendations for university educators to use when developing
and improving curricula for a software engineering course at a master’s degree level.
GSWERC concentrates on the knowledge and pedagogy related to the software

engineering curriculum and based on recognized bodies of knowledge such as the
SWEBOK Guide (Klapholtz et al., 2009).

A result of the GSWERC is the Core Body Of Knowledge CBOK that is expected to be
learned by all graduates in every university. It includes knowledge units that mostly
based on the SWEBOK taking into account the expected level of the Bloom’s taxonomy
of educational objectives (Bloom, 1956). Fig. 3.1 illustrates the percentage devoted to

CBOK areas while Table 3.3 contains areas of the CBOK with crosscutting topics that are
associated with the software quality knowledge.

The proposed structure of the software engineering areas and topics and the associated
percentage to each area in the CBOK shows that 8% of the core body of knowledge is
pure software quality while each other knowledge area includes software quality related
concepts and issues as part of its knowledge. Consider for example requirement
engineering where quality is involved in the requirement validation subtopic. Also
according to the table testing ~ a quality technique — makes up 10% of the CBOK. This in
turn shows that software quality related topics can make up 30-35% of the recommended
subjects by GSWERC for any software engineering master level degree. Analysis of the
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inclusion of software quality into other SWEBOK KAs that shows how software quality

involves much more material than what is presented in current courses is presented later.
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Figure 3.1: Percentage Devoted to CBOK Areas (Klapholtz et al., 2009)

Although software quality makes up to 30-35% of the CBOK, it is rarely to find a
computer science curriculum with a dedicated software quality course. This means
graduates with lack of software quality knowledge and experience and in turn more

complaints from organizations about the new employees’ level of knowledge in the field.

Moreover, software engineering teachers have different background, languages, and
using different jargon which leads to a variety of understanding and overlapping of the
meaning of the same software engineering term or concept and results in lack of
communication which in turn leads to difficulties in identifying requirements and
defining system specifications. The ambiguity of natural languages of participants leads

to mistakes and non-productive effort and limits the potential of reuse and sharing of
knowledge.

To reduce and eliminate this conceptual confusion, we need a common understanding and
sharing of knowledge of the problem domain and using a general agreement on
terminology among all interested people. "Without such a consensus, no licensing

€Xamination can be validated, no curriculum can prepare an individual for an examination
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and no criteria can be formulated for accrediting a curriculum” (Wille et al., 2004). A
shared taxonomy of entities called ontology may provide a significant solution to the
incompatibility of terms problem. In addition, the flexibility of ontologies eases
information integration (information can be combined from various sources and new facts
can be infer easily) and allows to extend existing ontologies and the reuse of existing
work. Ontologies also encourage interoperability and broader usage of knowledge when

allowing relating one’s ontology to someone else’s conceptualization (Happel and
Seedorf, 2006).

With the new technological advances and the use of e-learning techniques for teaching
software engineering, ontologies can be used to structure the domain knowledge and

make it used and shared among people and software agents.

Table 3.3: CBOK Topics Related to Software Quality

Knowledge Area Approximate % of the Core
System Engineering %
 Verification and Validation
Requirement Engineering 14%
® Requirement Validation
Software Design 21%
s Software Design Quality Analysis and
Evaluation 0
Testing 10%
Software Engineering Management 16%
® Review and Evaluation
Software Engineering Process %
® Process Assessment |
* Product and Project Measurement
Software Quality ) 8%
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3.3 Existing Ontelogies for SE Knowledge Domain

Software engineering projects require high level of communication and exchange of
information among projects participants. Having different knowledge background and
speaking different languages, makes this type of communication problematic in the field
of software engineering. Using ontologies could eliminate this problem. This in turn
encourages researchers to propose ontologies in their tools and projects. Classification of

ontologies used for semantic-web based software engineering can be found in (Zhao et
al., 2009).

3.3.1 The SWEBOK Ontology

The SWEBOK guide provides an international recognized consensus in software
engineering terminology. Software engineering domain ontology if one exists will ease
the share and reuse of the knowledge accumulated in the software engineering field, and

will allow automatic interpretation of this knowledge.

Wille et al. (2003) presented a candidate approach for the design of ontology for
SWEBOK. The proposed ontology would include all important concepts of software
engineering knowledge supported by definitions and relationships among concepts and
arranged in a taxonomic hierarchy. In their proposed approach, Wille and colleagues
claimed that the ontology should include all important concepts and sub-concepts of the
software engineering knowledge area where SWEBOK represents the super-class and the
ten knowledge areas are subclasses of the super-class represented by "4 structured set of
concepts and corresponding definitions. The suggested structure of the ontology includes
bidirectional links to internal and external references to allow fast user access to either
concept or reference by means of the SWEBOK ontology (Fig. 3.2). The design approach
was proposed but the ontology has not been developed yet.

Mendes and Abran (2004) develop a proto-ontology as a starting point to develop a
comprehensive ontology for the software engineering knowledge area. This initial
ontology was presented in the Web Ontology Language OWL (Antoniou, and Van
Harmelen, 2003; Smith et al., 2004) where it defines the concept SWEBOK as the root

class of the ontology (which is in-turn a subclass of the owl:Thing, a class that contains
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all classes). The ten knowledge areas were defined as the main classes linked to the root
class by the hasParts property. Each knowledge area can be successively expanding,

revealing new classes with more details.

root slement Sofiware Eagineering Body of Knowledge

sub element concept 1 contept 2 . o 0 0 conceptn

- — -

tools to use references refavence 1 reference 2 reference 3 bl reference n

Figure 3.2:Design and Structure of the SE Ontology(Wille et al., 2003)

The ontology classes (super-class and subclasses) are structured in a taxonomic hierarchy
using generalization/specialization links. Other types of relations or links used are:
contains, defines, isTopicOf, isDefinitionOf, etc.

Wille et al. (2003) were the first to present a formal approach for designing ontology for
SWEBOK. Their work was limited to modeling the taxonomy of software engineering as
defined by SWEBOK knowledge areas. Also, their ontology is tightly designed to the

SWEBOK naming space, which makes it difficult for mapping with externally defined
concepts.

To relate the SQA knowledge with other knowledge area of the SE domain, the informal
SWEBOK ontology (Wille et al., 2003) was more significant. Their inventory of the term
‘quality’ in some SWEBOK chapters will be used in the conceptualization phase of the
development of the SQA ontology proposed in this thesis.

Although comprehensive domain ontology in software engineering does not exist yet,

there are some efforts to develop partial or sub-domain ontologies.
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3.3.2 Software Measurement Ontology

Garcia and colleagues (Garcia et al., 2006; 2009) analysed selected existing international
standards and research proposals that deals with the software measurements terminology.
Commonalities, gaps, and terminology conflicts are identified in order to unify a
consistent terminology for software measurement. The proposed Software Measurement
Ontology SMO provides a coherent terminology among different software measurement

proposals and standards. Fig. 3.3 shows the SMO ontology as illustrated in (Garcia et al.,
2006).
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Figure 3.3: UML class diagram of the SMO Ontology (Garcia et al., 2006)
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The development of the SMO ontology provides:

* abasis for comparative analysis of software measurement terminology;

» organizations with a set of coherent concepts for carrying the measurement processes
and storing their results in a consistent way;

* animportant communication medium among organizations;

» abasis for software measurement community to start their future agreement.
Unlike the ontology developed by Wille (2003), the SMO ontology includes detailed
knowledge about the measurement process, their attributes and results, while it does not

relate them to their SQA metrics and standards.

In the SQA ontology, software measurement and metrics are considered with relation to
the quality processes and attributes and hence the proposed ontology will not be used as

reference in the development of the SQA ontology of this research.

3.3.3 Software Maintenance Ontology

Software maintainers in their maintenance activity need knowledge about the software,
the problem it solves, the requirements of the problem, the structure of the system and
how it interacts with the environment, and the application domain. This knowledge may
come from the documents, the source code, the maintainer experience, and/or the
knowledge of the user. Studies suggest that from 40% to 60% of maintenance activities

are spent in collecting and recreating this knowledge (Pfleeger, 2002 and Pigoski, 1996
cited in Calero et al. 2006 p. 156). *

To save time and efforts, Nicolas and colleagues (Anquetil et al., 2005 cited in Calero et al.,
2006, p. 153-174) presented ontology of the knowledge used in software maintenance to
serve as the common bases for information exchange when performing maintenance, to
identify the scope of the knowledge needed to allow the checking of completeness and
coverage of information sources, to define concepts as an indexing scheme that might be

used in accessing relevant sources of information, and to identify the knowledge needed
as a ground to search for more information.

In the Software Maintenance Ontology, the knowledge of Software Maintenance is
organized into five different aspects: knowledge about the Software System, knowledge
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about the Maintainer’s Skills, knowledge about the Maintenance Process, knowledge
about the Organizational Structure, and knowledge about the Application Domain.
Competency questions are used to clearly identify the ontology purpose and its intended

use. Fig. 3.4 shows how the five sub-ontologies combine in the general ontology.
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Figure 3.4: Software Maintenance Ontology Overview (Calero et al., 2006)

The developed software maintenance ontology can be used as a classification scheme to

categorize information one may need or gather to exchange information (Calero et al.,
2006).

As the software maintenance is out of the scope of this research, the proposed software

maintenance ontology will not be considered as a reference in developing the SQA
ontology.

3.3.4 The OntoTest Ontology 2

Based on the ISO/IEC 12207 standard, the OntoTest ontology (Barbosa et al., 2006) has
been developed to define a common well-defined vocabulary for software testing that can
be useful to develop supporting tools and to increase interoperability among tools.
OntoTest supports acquisition, organization, sharing, and reuse of the software testing
knowledge. OntoTest intends to explore the different aspects involved in the testing

activity, techniques and criteria, human and organizational resource, and automated tools.
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Fig. 3.5 shows the main concepts of the OntoTest ontology (Testing Process, Testing
Phase, Testing Artifact, Testing Step, Testing Procedure, and Testing Resource). The
structure of OntoTest makes it flexible to reuse and integrate, depending on the

application, as a whole or some of its sub-ontologies.

2 Main Software
o® Testing Ontology
= >

£ A

@)

Testing Process Testing Procedure
@ Sub-ontology Sub-ontology
e 'i;z Testing Phase Testing Resource
5 2 Sub-ontology Sub-ontology
§ Testing Artifact Testing Step
Sub-ontology Sub-ontology

Figure 3.5: OntoTest (Barbsoa, 2006)

Even though, Software Testing as an SQA process is considered in the ontology proposed
in this thesis, the detailed tasks of the Software Testing process is out of the scope of our
SQA ontology. In our thesis, we have borrowed few aspects of the OntoTest ontology,
especially those related to testing processes, and resources, proposed by the Process and
Resource concepts, and the uses and invokes object properties. In our SQA ontology

testing is considered as an SQA process while detailed testing procedures, steps and
phases are out of the scope of this research.

3.3.5 Non-Functional Requirements Ontology

In software market, Non-Functional Requirements (NFRs) become more important in
distinguishing between competing software products. However, in practice, NFRs receive
little attention relative to Functional Requirements (FRs). In his PhD project, Kassab
(2009) proposed an ontological representation of the software requirements (FRs and
NFRs), their refinements, and their interdependencies. The work identified three views of
the NFRs ontology: the first view relates the NFRs with the other entities of the software
system being developed. The secénd view structures the NFRs using classes and
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properties. The third view represents the measurement process and contains the concepts

used to produce measures to measurable NFRs.

Although the first view of the NFRs ontology (Kassab, 2009) gives an impression that the
work might be related to the SQA, the structure and view of the NFRs ontology is not

related and cannot be beneficial in building the SQA ontology of the current research
work.

3.3.6 Ontology for Software Product Quality Attributes

Towards the development of ontology for software product quality attributes (SWPQAs)
(Samhan, 2008; Kayed et al, 2009), the most common SWPQAs concepts and
terminology were evaluated and extracted from many documents, reports and proposals.
General relationships among the suggested concepts are also extracted. TextToOnto, an
ontology engineering tool based on text mining techniques and natural language
processing algorithms, was used to extract the ontology concepts from 34 related
documents. By applying elimination process with the aid of experts in the field the
extracted 292 concepts were reduced to 100 and finally 66 SWPQAs concepts based on

concepts’ frequencies. After using ontology evaluation technique, 125 SWQPAs concepts
were agreed.

Believing that reaching coherent ontology concepts accomplishes 70% of the ontology
building process, Kayed and colleagues (2009) proposed a framework that aims to
identify some important SWPQA attributes concepts that are heavily.used at different
definitions. As no formal model was proposed, the suggested concepts can be used to

evaluate our extraction of the quality attributes concepts as part of the SQA ontology.

3.4 Conclusion

The Chapter presented a historical background of the SE and the SQA knowledge areas.
It showed the initiation and objectives of the SWEBOK guide to capture the SE
knowledge and establish an-agreement on its structure and terminological ﬁeaunent
among the SE community. The SWEBOK guide organizes the SE material into ten
knowledge areas. The agreed structure of the SWEBOK guide was presented with the
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focus on the SQA knowledge area in the context of the SWEBOK guide. Our findings of
the inclusion of software quality into other SWEBOK knowledge areas are presented in

Chapter 5. SQA in the context of SE graduate courses was reviewed based on the CBOK
that is expected to be learned by all graduates in universities.

A research of existing domain ontologies in the field of software engineering have been

carried out with the aim to reuse knowledge. Analysis of the pevious works and relations

to the current research work also has been proposed. The most related efforts to build
ontologies in the field of SE are:

The informal SWEBOK ontology (Wille et al., 2003) where no ontology was
developed and only taxonomy of the SE as presented in SWEBOK. Their
inventory of the term ‘quality’ in some SWEBOK chapters will be used in the
conceptualization phase of the development of the SQA ontology proposed in this
thesis;

The software maintenance ontology (Anquetil et al., 2005 cited in Calero et al,,
2006, p. 153-174) is out of the scope of this research;

The SMO (Garcia et al., 2006) does not relate software measurements and metrics
to the SQA processes and attributes and hence will not be used in the
development of the SQA ontology of the current research;

The OntoTest ontology (Barbosa et al., 2006). Some aspects related to the testing
processes and resources are considered in development of the SQA ontology with
relation to other SQA processes, attributes, measurements and metrics;

The NFRs ontology (Kassab, 2009) is not related and cannot be beneficial in
building the SQA ontology;

The suggested concepts of the SWPQA (Kayad et al., 2009) will be used to

evaluate our extraction of the quality attributes concepts as part of the SQA
ontology.

The next chapter propose and analyse available ontology development methodologies in
order to adopt a methodology to develop the SQA ontology.
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Chapter4: Defining SQA Ontology Development Methodology

Ontology is a skeleton of shared structured terms to represent knowledge. Ontology
construction is a challenging and expensive process. This chapter starts reviewing the
most known ontology development methodologies. A methodology to develop SQA
ontology will be adopted using applicable activities from existing ones. The chapter

concludes by declaring the requirements for developing software quality ontology for
teaching.

4.1 Review and Analysis of Ontology Development Methodologies

Ontology construction is a challenge. Several approaches and methodologies have been
reported for developing ontologies: Cyc, Uschold and king, Gruninger and Fox,
KACTUS, Sensus, METHONTOLOGY, UPON, and O4IS. Some of these methodologies
are concerned with building ontologies from scratch while others reuse and integrate

existing ontologies to build new ones (Gomez-Pére et al., 2004).

In this section we survey some of the well-known ontology development methodologies.
As no software quality ontology exists, methodologies for building ontologies from
existing ones like the KACTUS and Sensus methodologies will not be considered in our
survey. Detailed description and analysis of the methodologies can be found in

(Fernandez-Lopez and Gomez-Pérez, 2002), (Gomez-Pérez et al., 20033, and (Calero et
al., 2006).

Conceptualization is an abstract, simplified view of concepts, objects, and all other
entities of domain knowledge and the relationships among them. A conceptual model, the
output of the conceptualization process, is defined as an abstract (mental) model of some
part of reality (Kabilan, 2007). Conceptual model supports clarity where the graphical
representation is easier to understand and use. The conceptual model is easy to

understand, modify and maintain. It supports reusability as it can be transformed into
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different ontology representation languages. In this work, reviewed methodologies will

be classified according to their usage of a conceptual model.

4.1.1 Methodologies without Conceptual Model

The Cyc methodology presented by Lenat and Guha (1990) to build the Cyc, a huge
Knowledge Base (KB) of common sense knowledge. Building the Cyc ontology went
through three phases: The first phase handles the manual coding of the explicit and
implicit pieces of knowledge, in which common sense knowledge is extracted by hand
from different sources. The second phase is knowledge coding aided by tools using the
knowledge already stored in the Cyc KB. The third phase is also knowledge coding that
is mainly performed by tools. The Cyc methodology provides very general approach; no

requirement or design processes are specified.

The methodology of Uscheld and King is based on the experience of building the
Enterprise Ontology (Uschold and King, 1995) and proposes the first more formal
method for building ontologies which was extended in (Uschold and Gruninger, 1996).
This methodology consists of the following phases: 1. identify the purpose of the
ontology; 2. building the ontology (consists of: capturing the knowledge, coding it, and
integrating existing ontology); 3. evaluating the ontology; and 4. documenting the
ontology. Three strategies for identifying concepts of the ontology are proposed: a top-
down approach, in which the concepts are identified from the most abstract to the most
specific; a bottom-up approach, in which the most specific concepts are identified first
then the more abstract ones; and a middle-out approach, in which the most relevant
concepts are identified first then specialized or generalized into other concepts. A
drawback of this method is the direct implementation of the ontology with lack of the
conceptual model. According to Gruninger and Fox (1995) these phases are not enough
to be considered a methodology as there are no techniques, methods or principle for each

of the above stages. Also there is no relationship or recommended order among the
stages.

Gruninger and Fox (1995) proposed a very formal methodology based (ﬁx their
experience in building the TOronto Virtual Enterprise (TOVE) project ontology using
first-order logic. The TOVE is a set of integrated ontologies for the modelling of business
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enterprises like the Resource Ontology, the ISO 9000 Quality Ontology, etc. This
methodology proposed the first use of the competency questions (a set of natural
language questions used to determine the scope of the ontology) in building ontologies.
These questions are also used to capture the main concepts, relations, proprieties and

axioms of the ontology. The main processes identified for this methodology are:
1. identify motivation scenarios;

2. elaborate informal (natural Language) competency questions;

3. specify the terminology using first order logic;

4. formalize the competency questions;

5. specify axioms using first order logic;

6. specify completeness theorems (conditions under which the solutions of the

competency questions are complete).

The Gruninger and Fox methodology is based on building ontologies for the business
domain. Due to its high degree of formality, this approach requires the ontology designer
to be well familiar with formal logic languages. This high degree of formality may not be
required in information systems applications like the one presented in this research. Even

though this methodology is logical for ontology building and evaluation, some
management and support activities are absent.

4.1.2 Methodologies with Conceptual Model

b

METHONTOLOGY is a methodology developed in the Artificial Intelligence Laboratory
at the Polytechnic University of Madrid (UPM) for building ontologies fmm scratch,
reusing existing ontologies as they are, or by reengineering existing ontologies
(Fernandez-Lopez, et al., 1999). METHONTOLOGY is built taking into account the
main activities identified by the software development process (IEEE 1074, 1996). The
METHONTOLOGY life cycle is based on evolving prototypes where terms can be

added, changed, or removed with every new version. The METHONTOLOGY activities
are divided into three categories:
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» The management activities that include the scheduling, the control, and the quality
assurance activities.

= The development-oriented activities that include the specification, the
conceptualization, the formalization, and the maintenance activities.

= At the same time with the development activities, the support activities are
performed. They include knowledge acquisition, evaluation, integration,

documentation, and configuration management. Integration activity is required when
building ontology by reusing existing ones.

Due to the existence of translators, formalization is no more a mandatory activity in the
building process as the conceptual model can be translated to the implementation model.
Among all other reviewed methodologies, METHONTOLOGY is the first one to
recommend its notable Conceptualization activity that structures the conceptual model of
the domain knowledge on tabular and graph notations. Recall that it might sound easier to

directly code the ontology into formal language, the conceptual model is easy to
understand, modify and maintain.

Nicola and colleagues (2005) propose an incremental ontology development method
UPON (Unified Process for Ontology building). UPON is derived from the Unified
Software Development Process and uses the Unified Modelling Language (UML).

What distinguish UPON from other methodologies is its use-case driven nature that aims
at building ontologies that serve its users, both humans and software agents. The nature
of UPON is iterative as each phase is repeated through the ontology development, and as
at each phase the ontology is further extended the UPON is an incremental method.

Each cycle of UPON results in a new version of the ontology and consists of four phases
(inception, elaboration, construction, and transition). Fach phase is also divided into
iterations with five workflows that take place in the iteration (requirements, analysis,
design, implementation, and finally test). UPON identifies the roles of domain experts
and information system designers in the ontology development process. UPON also
proposed a storyboard mechanism to extract the terminology of the domain expert.

The Ontology 4 Information Systems O4IS methodology (Kabilan, 2007) adds some
recommendations, algorithms and tools to different steps of existing methods. The Q4IS
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proposes a multi-tiered architecture for logical demarcation of the domain of interest,
among the reviewed methods O4IS introduces the use of a dual conceptual representation
of the target ontology, and it also proposes a series of conceptual analysis patterns (the
Semantic Analysis Relationships SARs) that aid in the analysis and conceptualization of
the implicit knowledge on the targeted domain. The dual conceptual representation
includes: 1) semi-formal representation where the domain knowledge is captured and
represented in a reusable conceptual model; and 2) formal representation where the
conceptual model is transformed into machine-readable formalism like OWL, RDF or

any other ontology representation language.

Kabilan reuses and combines available techniques and methods and links them together
to present the O4IS skeletal design methodology.

Except for the METHONTOLOGY and UPON, none of the presented methodologies
propose project management processes or post-development processes as most of the
methodologies are focusing on the ontology development activities (conceptualization,
coding, etc.). Among the previous methods, METHONTOLOGY, UPON and OA4IS are
the most mature ones. Diagramming, documenting, and versioning aided by specialized
tools for UML, are special advantages of UPON over other methodologies. Although it
does not consider management, pre/post development activities, the use-case driven, the

incremental, and iterative nature distinguish UPON from other methodologies.

To compare the previous methodologies Fernandez-Lopez and GOmez-Pérez (2002)
propose a framework based on the comparison with respect to the IEEE standard for
developing a project life cycle process IEEE1074:1995. We adopt this framework based
on the new version of the IEEE1074-2006. In their comparison framework they analysed
the first four methodologies. Two additional methodologies, UPON and O41IS,have been
added and assessed with respect to other methodologies as shown in Table 4.1.

In general, the methodologies are not unified; some approaches are completely different
from the others. No single methodology meets all the requirements for designing and
developing domain ontologies (simplicity, adaptability,

understand-ability,
reusability. . .etc.). A comparison framework is illustrated in Table 4.2.
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Table 4.2: Comparison of the Reviewed Methodologies

Methodology Formality Understandable Easy to Existence of Evolving
Follow Conceptual Model Prototype
Cye Low Yes Yes No No
Cibicii s Medium Yes Yes No No
King
i High Yes No No No
Grunninger
and Fox
METHON- Medium Yes Borderline Yes Yes
TOLOGY
UPON Medium Yes No Use UML Yes
(2005)
04IS Medium Yes Yes Yes No
Proposed 7
Hiboid Medium Yes Yes Yes Yes
Methodology

The method adapted to develop our software quality ontology is based on a combination
of guidelines presented in (GSmez-Pérez et al, 2004), some activities of the

METHONTOLOGY and the O4IS methodologies, in addition to the project

management activities from UPON. Fig.4.1 illustrates the Life Cycle Model (LCM) for
developing the Software Quality Assurance Ontology. The idea of 04IS to specify

requirements of the designed ontology will be taken into account and detailed activities

of the METHONTOLOGY conceptualization phase will be used.

It might sound simpler and faster to implement the formal ontology directly but the

conceptual model supports clarity where the graphical representation is easier to

understand and use. Moreover, with the semi-formal conceptual model, domain experts

can easily validate wither the model matches the purpose it was built for.

4.2 The SQA Ontology Development Methodology

We follow the PMBOK (2004) model of the project life cycle shown in Fig. 4.1. As
illustrated in Figure 4.2, the SQA ontology development process consists of four

sequential stages (phases): scoping, conceptualization, implementation, and evaluation.
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Comparing the two models (Figs. 4.1 and 4.2) we can see that scoping corresponds to
the initial phase of the LCM while the intermediate phase consists of the
conceptulaization and implementation phases of the current project LCM, and the

finally comes the evaluation phase where the developed SQA ontology is evaluated and

an approved version is reached.

Idea
Inputs l Project Management Team

L] L]

Phases | INITIAL

|
Project Charter

Acceptance

Management Scope Statement  Baseline Approval
Outputs Progress Handover
Project G
5 I
Deliverable i

Figure 4.1: Typical Sequence of Phases in Project Life Cycle (PMBOK, 2004)

Conceptual
SWEBOK e
Selected
i ISO & IEEE Tool & Formal SQA
Inputs Idea Literature Standards Language Ontology
l J ' Evaluation &
Phases Scoping Implementation Documentation
| |
Scope and Conceptual Formal SQA Evaluated
Outputs | objectives model Ontology SQA Ontology
Selected
Tool &
Language
Deliverables Ontology
Model

Figure 4.2: The Life Cycle Model for Developing the SQA Ontology
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It should be noted that the four phases might be overlapped. For example, the
conceptualization stage might starts in parallel while selecting the ontology
representation language and tool. Deliverables of particular phase are reviewed and
approved before work starts on the next phase. It is important to point out that it is an

evolving life cycle where a preliminary ontology prototype is built and then polished

with time.

For each phase of the project, input and output to the phase are specified as defined by
the PMBOK (2008).

4.2.1 Scoping

The scope of this research identifies what work is to be accomplished to deliver the
product as defined in PMBOK (2008), in this case SQA ontology. As shown in Fig. 4.3
the input to this phase is the idea (e.g. need for the SQA ontology) and literature
resources (e.g. research publications, tools manual, etc.) which are used to identify the
problem to be solved and the domain of interest. This phase identifies the context

specificity of the ontology, the main features of the domain and how it may relates to

other domains.

Developing

Developed
SQA SE
Inputs Ontology  Ontologies
| |
Phases Scoping Implementation By aaton &
Documentation
| I|
Outputs Protégé
Editing Tool
OWL
Ontology
Langauge
Deliverables Scope
Statement

Figure 4.3: The Scope Phase of the SQA Ontology Development LCM
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The output is the Project Scope Statement which includes the following elements:
e Project Objective: Software Quality Assurance Ontology;

e Product Characteristics: the context specificity of the ontology under construction,
Section 5.1.1;

e Project Constraints: see Section 5.1.2;
e Selected Language: see Section 5.1.3;

e Selected Tool: see Section 5.1.4.

4.2.2 Conceptualization

Conceptualization is the key phase that affects the rest of the development processes.
Conceptualization observes most of the ontology construction time. It starts with the
knowledge acquisition process where a description of the domain ontology is developed.
Then the acquired knowledge is organized and structured in a conceptual model.
Kabilan (2007) defined the conceptual model as an abstract (mental) model of some part
of reality that describes the key concepts and relationships. The conceptualization phase

is illustrated in Fig. 4.4 and detailed in the following subsections.

Conceptualization

Approach SWEBOK,
(top-down, bottom-up, ISO & IEEE
Inputs middle-out) Standards

Phases | Scoping

: Evalug N
Implementation luation &

Documentation

Shtast Concepts Binary
1ddlie-out Taxonom: Relation
Outputs Adpecach y s
Glossary of
Terms

Deliverables

SQA Conceptual
Model

Figure 4.4: The Conceptualization Phase of the SQA Ontology Development LCM
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4.2.2.1 The Conceptualization Approach

Input: available approaches: top-down, bottom-up, and middle-out (Gruninger and Fox,
1995).

Output: one of the previous approaches (top-down, bottom-up, and middle-out) is used
based on the designer convenience.

Among the available approaches, the designer needs to decide which approach to choose
to identify the concepts in the ontology.

If no such ontology exists in the domain, the researcher suggests the middle-out
approach where the core concepts are identified first then specifying and generalizing
them as required. Uschold and Gruninger (1996) claim that this approach provides a
balance level of detail where detail arises as necessary by specialization of the basic

concepts which in turn reduce effort. Once the core concepts are derived, other related
concepts can be derived from this.

4.2.2.2 Knowledge Acquisition

Selection of the method on how the domain knowledge is to be collected is the first step
in this process.

Input:. current knowledge acquisition methods: manual, semiautomatic, and automatic

extraction of knowledge; available tools for automatic and semiautomatic knowledge
acquisition; and knowledge sources.

b

Output: domain knowledge description based on the selected method.

As, to our knowledge, no software quality ontology exists, the researchér will use
manual extraction of the domain knowledge from available sources and domain experts.

The informal storyboard mechanism proposed in UPON will be adopted.

4.2.2.3 Development of a Conceptnal Model

Input: knowledge description of the domain ontology

Output: the main output of this task is the conceptual model. Other expected outputs
from this task include:
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» Glossary of terms that identifies relevant terms of the domain with their agreed

natural language definitions.

* One or more concept taxonomies to classify the concepts into taxonomic hierarchy

(super-class and sub-class relations).
* Ad hoc binary relation diagrams to define the relations between the ontology classes.

The dual conceptual representation of the O4IS method is used where informal
knowledge description of the domain from the previous step is transformed into a
semiformal representation of the domain or the conceptual model. The researcher will

adopt graph and tabular notations as they are more understandable by developers and

domain experts.

4.2.3 Implementation

Input: the set of conceptual models from previous phase, ontology development tool

Output: the formal ontology model

As illustrated in Fig. 4.5 at this phase of the project, the conceptual model from previous
work is used to specify the ontology components (classes, instances, relations...) in a

machine-readable computational model or the implemented ontology.

Conceptual

odk
model OWL

Ontology
Inputs S i

Protégé Tool

Phases | Scoping i Implementation Evaluation &

Documentation

SQA Ontology
Outputs In OWL

Deliverables Formal SQA
Ontology

Figure 4.5: The Implementation Phase of the SQA Ontology Development LCM
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It also includes writing the code in the selected ontology representation language.

Translators of the development tools allow automatic implementation of the conceptual

model into several ontology representation languages.

4.2.4 Evaluation and Documentation
Input: the formal ontology model, the ontology requirements, and domain experts
Output: evaluated and verified ontology model. Documents of work accomplished.

A key step is to verify and document the developed ontology model (Fig. 4.6). This is
performed at the same time of the previous phases. Technical verification and Jjudgment
of the ontology is held and each and every phase of the development process is

documented to provide a frame of reference.

Formal

Ontology 2 Prqtégé Domain
Model onsistency  Specialists
Inputs Checker

Phases Scoping izati Implementation Evaluation &

Documentation

Enhanced SQA
Outputs Ontology
Deliverables Evaluated

Ontology Model

Figure 4.6: The Evalaution Phse of the SQA Ontology Development LCM

Parts of the METHONTOLOGY methods like the documentation and maintenance
activities will be followed for their evolving life cycle which supports the adaptability
and flexibility and extensibility needs. The conceptual model is verified according to the
ontology requirements. The researcher will benefit from Protégé ability to check
consistency and verify conciseness of the ontology. The researcher will also use domain
specilaists to assesst the developed ontology. Detailed evaluation of the proposed SQA

ontology is conducted in Chapter 6.
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4.3 Requirements of Ontology for Teaching Software Quality

As the need for producing software increases and does the complcﬁcity of software, the
need of high standard in the education of people involved in software developments
raises. Software engineering textbooks provide sequential representation of the
knowledge where the domain is considered as topics and subtopics that are learned
linearly. In addition, students with different backgrounds and needs affect the ways of
teaching that knowledge. Different views of the same knowledge may exist. Moreover,
with large numbers of interrelated terms, meaning of terms may overlap which may lead
to misunderstandings or wrong treatment of terms. A reusable and shared representation
of the domain knowledge is an obvious solution. As knowledge in software engineering
and so software quality is mostly stable, domain ontology will support the reusability
and extendibility of knowledge by different users.

Integrating ontologies with e-learning techniques where the e-learning portal provides
the interface that carries the values (knowledge) to learners can enrich the learning
process for both teachers (in the organization of materials and course construction) and
students (in accessing course contents). Since the researcher’s aim is to propose
ontology of agreed knowledge of the SQA domain, the project should cover almost all

the following requirements:
»  The developed ontology should define what software quality is and how to apply it.

= The proposed ontology development methodology should be easy to follow by non-
ontology experts.

» The conceptual model of the domain should be understandable, sharable, and

reusable.

» The knowledge sources should be agreed and standardized to minimize any
encoding bias.

4.4 Conclusion

After a review of existing ontology development methodologies, a methodology to build
the SQA ontology was presented in this chapter. The adopted methodology consists of
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four phases: scoping, conceptualization, implementation, evaluation and documentation.
As in the USDP ontology development is an iterative process where each phase is

repreated and at each cycle the ontology is detailed further and extended in an
incremental way.

Chapter 5 shows how these phases are followed to develop the SQA ontology.

b
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Chapter 5: Developing the SQA Domain Ontology

“There is no one correct way to model a domain. There are always viable alternatives...

Ontology development is an iterative process”

Noy and McGuinness, 2001

The domain specific ontology is an ontology that captures general concepts and
properties about a learning knowledge domain (software quality assurance in our case).
Based on the ontology design principles and criteria (Gruber, 1995), it should be
possible to extend the ontology to cover new needs and uses. Also it is important to
leave some representational choices (such as concepts roles, relations, and constraints)

open so it can be made later based on the actual need of the problem solving or
application.

This Chapter is devoted in details to the SQA ontology development process based on
the phases of the development methodology presented in Chapter 4.

5.1 Scoping

Higher quality ontologies can be easier reused and sha:fed with confidence among
applications and domains. Additionally in case of re-use, the ontology may help to
decrease maintenance costs (Vrandegié, 2009). The SQA ontology must contain well-
defined, structured and organized knowledge of the SQA domain including: the type of

software process, as well as, its SQA requirements, quality attributes, and corresponding
SQA measurement and metrics.

5.1.1 Context Specificity of the Ontology

Any ontology is developed to be used in a particular context. The context influences the
ontology because the ontology is a model of some knowledge and any knowledge may
be interpreted differently in different contexts. If ontology is created just to model
particular ‘pure’ knowledge, it may be based on the body of the knowledge only (for
example: Anquetil et al., 2005 and Bertea Garcia et al., 2006). The SQA ontology is an
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engineering area’s ontology where general engineering ideas and SQA features in
specific should be presented in the ontology.

In this research and according to the requirements, the ontology will be used in a
particular learning environment and the development methodology should take into
account the following circumstances (Bajnaid et al., 2008):

1) It is an ontology to be used in a teaching environment, and teaching aspects for the
discipline should be present in the ontology;

2) There are many °‘languages’ to describe SE areas, but only a language

that best describe software engineering for teaching purposes will be chosen for the
ontology;

5.1.2 Project Constraints

Software quality KA with a large number of overlapped terms which are intervened in
other software engineering KAs is difficult to be ontologically modelled within the time
boundary of this thesis. For this reason only a prototype ontology model is developed.

The lack of ontology development experts with software quality expertise is another
constraint that affects the SQA ontology development and evaluation processes.

5.1.3 Selected SQA Ontology Development Language and Tool

As defined in Section 2.4, the Web Ontology Language OWL has been selected in this

research as an ontology representation language. In addition, th&e”Pmtégé ontology
editing tool has been selected as defined in Section 2.5.

5.2 Conceptualization

The main description of the SQA is developed to provide agreed organized and
structured conceptual model of the domain.

5.2.1 Existing Vocabularies
Them are various vocabularies to describe the software quality domain knowledge.
There is no single standard which embraces the whole software quality knowledge.
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Different standards and proposals are using different terminologies for the same term.
Similarly, the same term may be used to refer to different concepts. This issue has been
recognized by the international standards and in 1987 the ISO/IEC has established the
Joint Technical Committee 1 (JTC1) workgroup to guarantee consistency and coherency
among standards. Also in 1999 the IEEE computer society and the ISOJTC1-SC7

agreed to harmonize terminology among their standards.

The primary source of the SQA ontology is the SWEBOK guide (SWEBOK 2004) in
addition to above-mentioned ISO and IEEE standards (ISO 9126, IEEE 12207, IEEE
610.12, IEEE 00100, PMBOK 2008, CMMI v1.2) and research proposals.

Table 5.1 shows examples of paragraphs related to software quality as appear in the
SWEBOK guide. In the table references such as p 2-1 means page 1 of Chapter 2 as
appears in SWEBOK. 16 SQA terms have been extracted from the SWEBOK guide.

Table 5.1: SWEBOK Paragraphs Related to SQA

List of paragraphs in SWEBOK related to SQA Corresponding
terms

An essential property of all software requirements is that they be | Verification

verifiable. (p2-1)

The choice of verification technique is one example. (p2-2) Verification,
Technique

Care must be taken to describe requirements precisely enough to | Requirement,

enable the requirements to be validated, their implementation to ‘{alidaticn,

be verified (p2-6) Verification

Requirement Validation (p2-8) Requirement,
Validation

Requirement Review (p2-9) Review

Acceptance Test (p2-9) Testing

Software Design Quality Analysis and Evaluation (p3-4) Software Quality

Quality Attributes (p3-4) Quality Attribute

Software Quality is also closely linked to Software Construction | Software Quality

(chap4, introduction)Construction Quality (p4-4)
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Table 5.1: continued

List of paragraphs in SWEBOK related to SQA

Corresponding
terms

Test Techniques (p5-5)

Technique

There are likely to be specific SQA requirements for ensuring
compliance with specified SCM processes and procedures (p7-5)

SQA

Audits can be carried out during the software engineering process

(p7-5)

Audit

a project support library could support testing (p 7-7)

Testing

Software requirement methods for requirements elicitation (for
example, observation), analysis (for example, data modelling,
use-case modelling), specification, and validation (for example,
prototyping) must be selected and applied... (p 8-3)

SW requirement,
method,
validation

Selection of the appropriate software life cycle model... and the
adaptation and deployment of appropriate software life cycle
processes are undertaken in light of the particular scope and

requirements of the project. Relevant methods and tools are also
selected. (p 8-4)

Process, method,
tool

achievement of process and product improvement efforts can only

be assessed if a set of baseline measures has been established (p
9-5)

Process, product ,
metric

Measurement can be performed to support the initiation of
process ... or to evaluate the consequences of process

implementation and change, or it can be performed on the product
itself. (p 9-5)

Process, product,
measurement

Process Definition Review is a means by which a process
definition (either a descriptive or a prescriptive one, or both) is
reviewed (p 9-7)

Process, review

Methods usually provide a notation and vocabulary, procedures
Jor performing identifiable tasks, and guidelines for checking
both the process and the product (p 10-1)

Method, task,
process, product
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Table 5.1: continued

List of paragraphs in SWEBOK related to SQA Corresponding
terms
Tools are often designed to support particular software Tool, method

engineering methods (p 10-1)

software requirements define the required quality characteristics | SW Requirement, Q
of the software and influence the measurement methods (p11-1) | characteristic,
method

Specific process areas related to quality management are (a) QA, verification,

process and product quality assurance, (b) process verification, | validation
and (c) process validation (p 11-3)

A V&V effort strives to ensure that quality is built into the - Verification,

software and that the software satisfies user requirements (p 11- | validation, SW
4)

quality, requirement
Traceability matrices was built to track the mentioning of the SQA terms in the
SWEBOK guide as illustrated in Table 5.2. As the focus of the work is an SQA

vocabulary, the root concept of the SQA ontology is the SQ4Concept where all SQA
terms are sub-concepts of it.

Table 5.2: Traceability Matrix of SQA terms in SWEBOK

Term Its mentioning in the SWEBOK Guide
SW quality |e Requirement Validation (p2-8)

¥

¢ A number of key issues must be dealt with when designing software.
Some are quality concerns that all software must address (p3-3)

o Software Design Quality Analysis and Evaluation (p3-4) covers quality
{issues

» Construction Quality (p4-4)

* Software Quality is considered in the introduction of chap5 (Testing)

* Sec (6.3.2.5) considers software quality (p 6-8)

o Sec 10.1.9 considers SW quality tools (p10-3)

» Chap 11 of the guide considers SW quality in all its sections
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Table 5.2: Continued

Term Its mentioning in the SWEBOK Guide
SW product | e Software requirements express the needs and constraints placed on a

software product that contribute to the solution of some real-world
problem. (p2-1)
s Product parameters are requirements on software to be developed (p2-2)
o Testing is an activity performed for evaluating product quality (p5-1)

Requirement | e Chap2 of the guide considers SW requirement in all its sections
» Requirement Validation (p2-8)
¢ Process for the Review and Revision of Requirement (p 8-4)

¢ Sec 10.1.1 considers SW requirement tools (p 10-2)

SW process | According to the IEEE definition (IEEE 610.12-90), design is both “the
process of defining the architecture, components, interfaces, and other

characteristics of a system or component” (p1-4)

* A process parameter is essentially a constraint on the development of
the software (p2-2)

® Chap 9 of the guide considers SE Process
* Sec 10.1.8 considers SE process tools (p 10-3)

SW process | In a standard listing of software life cycle processes such as IEEE/EIA

12207 Software Life Cycle Processes (p3-1)

* Software maintenance is considered as one of the primary life cycle
processes (p 6-1) o

* Software Configuration Management is considered as a SW life cycle
process (p 7-1)

~ | “the particular software life cycle process chosen for a software
project... affect the design and implementation of the SCM process”
©7-2) ;,

* SW life cycle process considered in sec 9.2 Process Definition (p 9-3)

o Software development tools are the computer-based tools that are

intended to assist the software life cycle processes (p 10-1)
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Table 5.2: Continued

Term Its mentioning in the SWEBOK Guide
Quality o SCM is closely related to the software quality assurance (SQA)
Assurance

activity (p7-1)
e Sec 11.2.1 considers QA (p 11-4)

Q characteristic {e Several Q characteristics are considered in sec 5.2.2 (Objective of

Testing)

» A software engineer should understand the underlying meanings of
quality concepts and characteristics and their value to the software...
(p11-1)

® Sec 11.1.3 considers Qcharacteristics (p 11-2)

Verification

» Considered in sec 11.2.2 Verification and Validation (p 11-4)

Validation

» The Software Requirements Knowledge Area (KA) is concerned with
the elicitation, analysis, specification, and validation of sofiware
requirements. (p2-1)

¢ Requirement Validation (p2-8)
¢ Considered in sec 11.2.2 Verification and Validation (p 11-4)

Measurement

* Measuring Requirement (p2-10)

* Measures (p3-4)

* Construction Measurement (p4-3)

¢ Software Maintenance Measurement (p6-6)

* SCM Measures and Measurement (p 7-5)

¢ Implementation of Measurement Process (p 8-5)

o SE Measurement (p 8-6)

* Process and Product Measurement (p9-5)

* Sec 10.1.7 considers SW measurement tools (p 10-3)

Testing

¢ Chap5 of the guide considers software testing in all its sections
o Sec 6.2.1.2 considers testing

* Sec 10.1.4 considers SW testing tools (p 10-2)

60




Table 5.2: Continued

Term

Its mentioning in the SWEBOK Guide

Review

* Requirement Review (p2-9)
« Software Design Reviews considered in (p3-4)
¢ Review and Evaluation (p 8-6)

Metric

e readers will encounter terminology differences in the literature; for
example, the term “metrics” is sometimes used in place of
“measures.” (p 8-7)

e achievement of process and product improvement efforts can only be
assessed if a set of baseline measures has been established (p 9-5)

Method

o The availability of methods and tools. (p2-7)

» a method is a notation (or set of notations) supported by a process
which guides the application of the notations. (p2-7)

o Relevant methods and tools are also selected (p 8-4)

¢ Sec 10.2 considers SE methods in all its subsections

Tool

# The availability of methods and tools. (p2-7)

# Sec 7.1.3.3 Tool Selection and hnpiemeﬁtation (p 7-4)

o Software is built using particular versions of supporting tools (»79)
* Relevant methods and tools are also selected (p 8-4)

® Sec 9.2.5 considers automated tools (p 9-4) -

o Sec 10.1 considers SE tools in all its subsections

The previous sources aided by domain specialists have been used to build the glossary
of terms illustrated in Table 5.3 (Bajnaid et al., 2013). In the Table the terms were
classified based on the text from the different sources used to extrat these SQA terms.
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Table 5.3: Glossary of Terms of the SQA Domain Ontology

Term Super- Definition Source
concept
SQA owl:Thing A planned and systematic pattern of all IEEE 610-12
actions necessary to provide adequate
SQAC t
(5QAConcept) confidence that an item or product conforms
to established technical requirements.
. A temporary endeavour undertaken to
Project SQAConcept create a unique product, service, or result. PMBOK 2008
Process SQAConcept | A set of activities that can be recognized as | Adapted from
(SQAProcess) implementation of practices for specific CMMI v1.2
purpose
A set of interrelated actions and activities
performed to achieve a specified set of PMBOK 2008
products, results, or services.
Set of interrelated or interacting activities | ANSIVISO/AS
which transforms inputs into outputs Q Q9000-2000
Attribute SQAConcept | A measurable physical or abstract property | ISO/IEC 9126
Attribute)
Deliverable SQAConcept | A software product that is required figr the IEEE 00100
contract to be delivered to the acquirer or
other designated recipient
Any unique and verifiable product, result, or
capability to perform a service that must be PMBOK 2008
produced to complete a process, phase, or
project.
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Table 5.3: Continued

Term Super- Definition Source
concept
Product SQAConcept | A work product that is intended for delivery | CMMI v1.2
to a customer or end user. The form of a
product can vary in different contexts.
(1)The complete set of computer programs,
procedures, and possibly associated IEEE 610-12
documentation and data designated for
delivery to a user.
(2) Any of the individual items in (1)
The set of computer programs, procedures,
and possibly associated documentation and | ISO/IEC 12207
data
Result of a process ANSVISO/AS
' Q Q9000-2000
Requirement | SQAConcept | A condition or capability that must be met IEEE 610-12
or possessed by a system or system
component to satisfy a contract, standard,
specification, or other formally imposed
documents
Requirement | SQAConcept | Need or expectation that is stated, generally | ANSVISO/AS
implied or obligatory ' Q Q9000-2000
Functional Requirement | A requirement that specifies a function that IEEE 610-12
Requirement a system or system component must be able
to perform.
requirements which focus on “what” the (Paech, 2004)

software does
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Table 5.3: Continued

Term

Super-

concept

Definition

Source

Non-

functional

Requirement

Requirement

An attribute of or a constrain on the system

Requirements focusing on “how good”
software does something as opposed to the

functional requirements which focus on
“what” the software does

(Chung, 2000)

(Paech, 2004)

Resource

SQAConcept

Any capability that must be scheduled,
assigned, or controlled by the underlying
implementation to assure no conflicting

usage by processes. ’

IEEE 00100

Technique

Resource

A defined systematic procedure employed
by a human resource to perform an activity
to produce a product or result or deliver a
service, and that may employ one or more

tool.

PMBOK 2008

Tool

Resource

A software or hardware devise used to

analyse the performance of a software or

system component o

Adapted from
IEEE 00100

Method

Resource

A formal, well-documented approach for
accomplishing a task, activity, or process
step governed by decision rules to provide a
description of the form or representation of
the outputs.

IEEE 00100




Table 5.3: Continued

Term Super- Definition Source
concept |
Measurement | SQAConcept | The determination of the magnitude or IEEE 00100

amount of a quantity by comparison (direct
or indirect) with the prototype standards of
the system of units employed.

the use of a metric to assign a value (which | ISO/IEC 9126 |
may be a number or category) from a scale
to an attribute of an entity

Measurement | SQAConcept | A quantitative measure of the degree to IEEE 610-12

Metric which system, component, or process

possesses a given attribute.

the defined measurement method and the ISO/IEC 9126
measurement scale

The terms Product and Deliverable are examples of SE terms with overlap meaning. In
ISOMEC 25010 (2011) the term Product specifies target and non-target software
products; and the term Deliverable specifies non-executable software product such as
documentations and manuals. In the SQA ontology developed in this research, the term
Deliverable has been used to specify any work product produced in a software project as
in SWEBOK (2004) and PMBOK (2008) (Bajnaid et al., 2010). In addition, the term
8SQAProcess will be used to represent the concept Process to_differentiate SQA
process(es) considered in the current research work to develop the SQA ontology from
other software engineering process(es) (Bajnaid et al., 2013).

5.2.2 SQA Ontology Concepts
Basics concepts of the SQA domain are represented by OWL classes that are the roots

of various taxonomic trees. The root class of aniv OWL ontology is the owl:Thing where

every individual of the OWL world is a member of that class. Thus every class is a

subclass of owl:Thing. The recommended naming convention for OWL classes is that

all class names should start with a capital letter and should not contain spaces (Horridge
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et al., 2007). This naming convention is consistently used for creating the SQA ontology
classes and subclasses.

As shown in Fig.5.1, the main class in the domain ontology is class SQAConcept, a
subclass of owl: Thing, is the upper class of all other classes of the SQA ontology that is
used to conceptualize and to represent the knowledge of the SQA domain. It is
important to know that in OWL classes are overlapping until they are specified as
disjoint. An individual cannot be an instance of more than one of disjoint classes. The
“Disjoint Widget” of the Protégé tool is used to specify disjoint classes. In the SQA
ontology, Process, Project, Deliverable, Measurement, MeasurementMetric, Resource,
and Quality Attribute have been made disjoint from one another. For example it is not

acceptable for an individual to be a Process and a Deliverable at the same time.

‘ SQAConcept l

|

| | | !
[ Devlierable \ ‘ Project ‘ l Process ] [ Measurement ]
Atribute E:R@@ Moo | [ Reairomenss |
| 1 [ ‘
l Technique H Tool “ Method l Functional Nonfunctional
Requirements Requirements
-1 ,
Observable Non-Observable

Quality-Attribute Quality-Attribute

Figure 5.1: Top Level of the SQA Ontology Concepts

5.2.3 SQA Ontology Properties

As it has been defined in Section 2.3, the ontology properties are used to describe
relationships among individuals of the classes. Various properties are used to describe
both static and dynamic aspects of the SQA knowledge, such as SQA-processes and
related SQA issues. The ontology provides a formal description for SQAProcess which
may have Quality Attributes (QAs) which can be measured by a quality measurement.
Various quality assurance processes, such as Validation, Verification, and Audit can be
instantiated. A process may use various resources (e.g. techniques and CASE tools). The

recommended naming convention is that a property names start with a lowercase letter

66



and the remaining words capitalized with no spaces. To make the intent of the property
clear to human, it is also recommended that a property is prefixed with the words ‘has’

or ‘is’, such as hasPart, and isPartOf. This convention has been used to describe the
properties of the SQA ontology.

An object property may have a corresponding inverse property. For instance the
properties use (p, r) and isUsedBy (r, p) that relate a process with a resource are inverse
properties. Another characteristic that are added to the property description is the
cardinality constraint. Cardinality constraint is a built-in OWL property used to describe
the number of relationships an individual may participate in for a given property. An
OWL property relates individuals of the domain class to individuals of the range class.
Story board technique was used to define properties among the SQA concepts. Table 5.4
presents properties of the SQA ontology. For each property, the table presents its
domain, range, inverse property (if any), and cardinality.

Table 5.4: SQA Ontology Properties

Name Domain Range Cardinality Inverse
Property
. ‘ Multiple: a project may
hasProcess Project Process
have more than one process -
Multiple: a process ma
Quality- peap Y
enforces Process . enforces (ensures) more enforcedBy
Attribute
than one attribute Y
Multiple: a €SS may use
uses Process Resource ple: & proe Y isUsedBy
more than one resource
Multiple: a process may
islnputTo Deliverable |Process have more than one isInputTo
deliverable as input
. tiple: i
invokes Process Multiple: a process might
invoke other process (es) |-
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Table 5.4: Continued

Name Domain Range Cardinality Inverse
Property
Single: a measurement can
Quality- ; |
measures Measurement| be used to measure specific |isMeasuredBy
Attribute ; 2

quality attribute
Multiple: A process might

produces Process Deliverable |produce one or more isProducedBy
deliverables
Multiple: a measurement |

hasMeasurement Measurement isMeasurement

; Measurement v may have one or more :

Metric Metric 3 MetricOf
metric
Multiple: a measurement

. |Measurement] metric maybe conducted
conductedUsing Process $ -
Metric using one or more

process(es)

For each class in Fig. 5.1 we build a structure to represent it. Example structure of the

Process class is shown in Fig. 5.2 while Appendix A shows the structure of other SQA

classes.
OWLClass: Process
supClassOf: owl:Thing
Examples: quality assurance, validation, and verification all are individuals (instances)
of the class process
Object Property Domain Range Cardinality
uses Process Resource T
invokes Process Process L
produces Process Deliverable 1.n
enforces Process Quality Attribute n.n
Data Type Property Type
Description String

| Reference String

Figure 5.2: Structure of the Process class
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5.2.4 Quality Measurements and Metrics

For any quality product, measures associated with its attributes should collectively
reflect likely user satisfaction with the use of the product and therefore the product
entire quality (Bishop and Lehman, 1991).

Measurement plays an important part in software development. It can be used to
indicate the quality of the product being developed (Pressman, 2005). According to
Pressman’s categorization of software metrics, quality metrics, which measure how the
customer requirements are fulfilled, indicate how closely software conforms to explicit

and implicit customer requirements.

In this study, software measurements and metrics are at the heart of the SQA ontology
design. All aspects of SQA measurement and metric as described in the ISO/IEC 9126
standard are reflected in the proposed SQA ontology as instances (OWL individulas) of
the Measurement and Measurement-Metric classes respectively. Table 5.5 shows the
knowledge about the SQA measurements and metrics related to different quality
attributes extracted from the ISO/IEC 9126 standard (Bajnaid et al., 2012).

Based on the international standard of software engineering product quality ISO/IEC
9126, each quality attribute associated with several characteristics and sub-

characteristics.

In the table, Measurement represents quality characteristics while the Metric name
represents the quality sub-charaterstics. The input represents source of data used in the
measurement process (or measurement formula) while the ISO/IEC 12207 reference
identifies software life cycle process(es) where the metric is applicable.
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Table 5.5: Quality Measurements and Metrics According to 1ISO/IEC 9126

ISO/IEC 12207 Ref.

Quality | Measurement | Metric Name | Input to Metric |
Attribute
Availability Test report Qualification testing
Restartability Test report Qualification testing
Recoverability Validation
Req. specification |Qualification testing
Restorability User manual Validation
Test report Verification
Review report Joint review
Failure resolution  [Test report Qualification testing
Test report Qualification testing
Fault density Operation report  |Quality Assurance
Problem report
Mean Time Between|Test report Qualification testing
E Maturity Failures
% Req. specification |[Qualification testing
= Test coverage Test report Validation
User manual Quality Assurance
Fault detection Review report Verification
Joint review
Test report Verification

Fault removal

Fault removal
report

Review report

Joint review

Fault Tolerance

Failure avoidance

Test report
Review report

Req. specification

Validation
Qualification testing
Verification

Joint review
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Table 5.5: Continued

Quality | Measurement Metric Name Input to Metric |[ISO/IEC 12207 Ref.
Attribute
Leamability Ease of function Test report Validation
learning User monitoring  |Qualification testing
record
Error correction Test report Validation
User monitoring  |Qualification testing
record
Operability Undoability Test report Validation
User monitoring  [Qualification testing
record
Input validity Req. specification |Verification
> checking Design Joint review
:_';; Review report
D% Message clarity Test report Validation
User monitoring  [Qualification testing
record
Completeness of User manual Qualification
description Test report testing
Req. specification | Verification
Understand- Design Joint review
ability Review report
Understandable User manual Validation
input and output Test report Qualification
testing
Accuracy to Req. specification |Validation
2 expectation User manual Quality Assurance
g Accuracy Test report
g
&
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Table 5.5: Continued

Quality | Measurement Metric Name Input to Metric [ISO/IEC 12207 Ref.
Attribute
Computational Req. specification |Validation
Accuracy Test report Quality Assurance
Design Verification
Source code Joint review
Accuracy Review report
Precision Req. specification |Validation
Test report Quality Assurance
Design Verification
Source code Joint review
Review report
2 Data Req. specification |Validation
E Interoperability |exchangeability User manual Verification
% Test report Joint review
é Design
Source code
Review report
Access Test specification |Validation
controllability Test report Quality Assurance
Operation report  [Joint review
Req. specification
Design
Source code
Security Review report
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Table 5.5: Continued

Quality | Measurement Metric Name Input to Metric |ISO/IEC 12207 Ref.
Attribute
Data corruption Test specification Validation
prevention Test report Qualification testing
g Security Operation report Operation
é Req. specification  [Joint review
E Design
Source code
Review report
Ease of installation  |Problem report Qualification testing
Operation report
Installability Installation flexibility (Req. specification  |Validation
g Review report
E User manual Validation
&  [Portability Portability compliance|Test report Qualification testing
compliance Design Verification
Source code Joint review
Review report
Time behaviour |Response time Testing report Qualification testing
Resource IO utilization Source code verification
utilization
”
E User manual Validation
é Efficiency Efficiency compliance {Testing report Qualification testing
= compliance Design Verification
Source code Joint review
Review report
z User manual Validation
':; Maintainability | Maintainability Test report Qualification testing
-g compliance compliance Design Verification
’g Source code Joint review
= Review report
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5.2.5 SQA Ontology Individuals

Individuals represent instances of the domain. The following list represents examples of
the software quality related processes extracted from the ISO 12207 and ISO 15288
standards as instances of the concept Process:

e Software Qualification Testing process

e Software Quality Assurance process

e SW Verification process

e SW Validation process

e SW Review process

e SW Audit process

Table5.6 shows the list of individuals of each SQA ontology class. The developed
ontology contains 16 deliverable concepts, 24 SQA measurement concepts, 27
measurement metric concepts, 11 processes, 8 quality attributes, and 8 resources
(partially in Bajnad et al., 2011; 2012).

Table 5.6: List of Class Individuals

SQA Ontology Class | List of Individuals

Process Validation, verification, audit, review, inspection, joint review,

technical review, management review, testing, quality assurance,

SW design quality evaluation.

Quality Attribute Efficiency, functionality, maintainability, portability, reliability,

usability, reusability.

Deliverable Operation report, problem report, audit strategy, design, fault
removal report, requirement specification, QA plan, source code,

review report, test cases, test report, test specification, user

manual, user monitoring record, validation plan, verification plan.
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Table 5.6: Continued

SQA Ontology Class

List of Individuals

Metric

Access controllability, accuracy to expectation, availability,
completeness of description, computational accuracy, data
corruption prevention, data exchangeability, ease of installation,
ease of function learning, error correction, failure avoidance,
failure resolution, fault density, fault detection, fault removal, /'O
utilization, input validity checking, installation flexibility, mean
time between failure, message clarity, precision, response time,

restartability, test coverage, restorability, Undoability.

Resource

Check list, complexity analysis, control flow analysis, meeting,

prototyping, simulation, use cases, and walk through.

Measurement

Accuracy, efficiency compliance, fault tolerance, Installability,
interoperability, learnability, maintainability = compliance,
maturity, operability, portability compliance, recoverability,

resource utilization, security, time behaviour, understandability.

5.2.6 The SQA Taxonomy

A complete taxonomy of the SQA ontology is illustrated in Fig.5.3 (Bajnaid et al.,

2013). The figure shows the main SQA concepts as OWL classes where the arrows

represent relationships (OWL object properties) between domain classes (the head of the

arrow) and range classes (the tail of the arrow) where the name on the line depicts the

name of the relationship. The individuals are modelled as ‘objects’ or literals in the

rectangular boxes. The is-a property relates an SQA concepts with its instances (OWL

individuals). In the model, Process and Measurement are concepts (classes) while Use

Cases and Test Coverage are instances of the classes Technique and Measurement-

Metric respectively. Here we have followed some of the RDF graph notation for

describing tuples.
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Audit Strategy

Design

Class

QA Plan

Req. Specification

Deliverable

[

Review Report

produces

isInputTo

hasDeliverable
_i Class I_
hasProcess

Class
is-a Project
Source Code SQAProcess
enforces
Test Cases Gl 5 _/
. hasRequirement
Test Report Requirement \
User Manual is-a uses
e \
Validation Plan Chass | I Class l '
Verification Plan conductedUsing
= . Functional NonFunctional
Test Specification Requirement Requirement isinputTo 4
Operation Report hasQualityAttribute Measurement
User Monitoring Record

Class

Problem Report

Class
Quality Measurement
FaultRemoval Report f Attribute ‘\ / Metric
= hasMeasurement
Portability measures Metric
- is-a is-a
Reusability e /
Interoperability
e Mean Time Between Failure
Maintainability Precision b
i Class Data Exchangeabl.ll.ty
Access Controllability
Class Obscrvable is-a Failure Resolution
Attribute -
NonObservable ‘ Fault Density
Attribute = ) Accuracy Test Coverage
b o Fault Removal
curi ——
Functionality / = .ty Availability
i Restartability
Reliability Fault Tolerance Restorability
2 Recoverability Undoability
Efficiency Learnabili e Desoron
(Performance) C ility ompletencss of Description
Operability Error Correction
Usability Installability Input Validity Checking
- Message Clarity
Int bilit
ndcropcr:a;nl ‘y Response Time
hisisag et 70 Utilization
g Bch.a?nor. Accuracy to Expectation
R@mcc Ut'lm_"on Computational Accuracy
Effichoncy Comptispe Data Corruption Prevention
|Maintainability Compliance Fault Detection
Portability Compliance Failure Avoidance
__Suitability Understandable I/0
Reliability Compliance Ease of function Learning
Analyzability ;
Changeability Ease of Installation
Stability Installation Flexibility
Testability
Adaptability
Replaceability
Coexistence

invokes

is-a

\

Validation

Verification

Inspection

Audit

Testing

Review

Joint Review

Technical Review

Resource Management
Review
Quality Assurance
) SW Design Quality
is-a Evaluation
Class | [ Class |[ Class |
Procedure Technique Method
3 / is-a
is-a l
Complexity Analysis
Walk Through
- Data Flow Analysis
Prototyping
Check List
Meeting
Use Cases
Simulation

Figure 5.3: Proposed Taxonomy of the SQA Ontology
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5.2.7 Adding Axioms to the SQA Ontology

The proposed taxonomy in Fig. 5.3 represents SQA main concepts and relationships
among them. However, this model may include some overwhelmed or unnecessary
content. Ontology axioms, a declaratively and rigorously represented knowledge which
has to be accepted without proof, were added to prevent unnecessary knowledge. In
ontology representation, axioms can be used to represent the meaning of concepts
carefully, and to answer questions on the capability of the built ontology using the
ontology concepts.

For example, let’s consider the Validation concept, which is a process according to Fig.
5.3. According to the figure, by firing the invokes relation, all SQA processes will be
retrieved as invoked processes. In theory (i.e. as per IEEE 12207 standard), only those
processes that are associated with Review and Audit should have been added to the list

(Fig. 5.4).

Validation Related Concepts
: Used I ].
Invoked Enforced Required
resources :
processes | QA inputs
| : I |
_— Continuous ’ Efficiency ) Test Report
o~ Integration _~ BT —~ T ______ -’
Rius —I User Manual
s 7 Testing ) Functionality il i
T 4 il T
] Source Code |
Use Cases f‘/) ~~...T,,.,-/
r Req. Speciﬁcalion}
Iterative S —
Development /J
- WT‘#)’»J Validation
Plan /"
Prototyping ) 2 >

2

Figure 5.4: Related Concepts to “Validation”

To prevent such situation, ontology axioms (Sec 2.3) were added to the proposed model.
By referring back to our example related to Validation concept and according to ISO/IEC

9126 standard, a Validation process produces TestReport and ValidationPlan and
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requires RequirementSpecification, Source Code, Test Report and User Manual as inputs.
In addition, Validation has Efficiency and Functionality as quality attributes and uses
Use-Cases, Prototyping, and Measurement as resources. The above knowledge can be
represented with the following axioms added to the Validation concept of the SQA
ontology model while Table 5.7 shows examples of other SQA concepts and
corresponding axioms and Appendix B represents the remaining axioms of the SQA

ontology:

V produces only (Test Report or Validation_ Plan)
Vinvokes only (Review or Audit)

V ensuresQA only (Efficiency or Functionality)
Vuses only (Use_case or Measurement or Prototyping)

vhasInput only (Requirement Specification or Source Code or

Test_Report or User manual)

Table 5.7: Some SQA Concepts with Related Axioms

Concept | Axioms

Review V invokes only (Management_Review or Technical_Review or Inspection)
V uses only (Check_List or Meeting or Walk_Through)

V produces only Review_Report

V hasInput only (Requirement_Specification or Design or Source_Code)

V hasPart only (Joint Review or Management Review or Technical Review)

Efficiency | V enforcedBy only (Validation or Verification or
SW_Design_Quality_Evaluation)

V measuredBy (Efficiency Compliance or Resource_Utilization or

Time Behavior)

Failure V conductedUsing only (Joint_Review or Qualification_Testing or Validation
Avoidance or Verification)

V isMeasurementMetricOf only (Fault_Tolerance)

V hasMeasurementMetricInput only (Requirement_Specification or
Review_Report or Test_Report)

78




5.3 Implementation of SQA Ontology

The Semantic Web is built on XML and RDF’s approach to representing data. The level
above RDF is the web ontology language OWL that can formally describes the meaning

of terminology used in Web documents in a machine processable respresntation.

In this section the proposed conceptual model resulted from section 5.2 is transformed
into formal OWL ontology. As illustrated in Fig. 5.5, the Protégé editing tool is used to
translate the SQA conceptual model into machine processable ontology represented in
OWL language. The Jambalay tab, a Protégé plug in used for ontology visualization
generates graphical representation of the ontology. More over, the Protégé checker is
used to verify the ontology concisence while the Racer Pro reasoner is used as a Protégé

plug in to check the consistency of the developed ontology.

SQA Ontology Implementation Process

Protégé
consistency HaceriPro
SQA Conceptual checker OWL Formal
Model ~ pro tégé Ontology
——— /w’ ietietennse /

Jambalaya tab

Figure 5.5: From Conceptual Model to OWL Ontology

A top level of the SQA ontology as displayed by the Jambalaya tab is shown in Fig. 5.6
where the property measures with its domain and range is highlighted while Fig.5.7 is

screenshot of the SQA ontology edited with Protégé.

Fig. 5.8 shows a class hierarchy of the software quality domain ontology. The figure
shows classes and individuals of the SQA ontology where blue arrows represent the

subclass relationships and the red arrows represent individuals of the class.
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Deliverable D
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“hasMeasurementMetricinput Resource

Measurement_Melric ¥ [j
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) Quality_ Attribute

Figure 5.6: Jambalaya Tab to Visualize the SQA Ontology

Table 5.8 shows transformation examples of the graphical representation of the SQA
conceptual model to the OWL syntax. It should be noted that the transformation process
is done automatically where the Protégé tool is used to generate the OWL code. The
OWL description of the software quality ontology generated by Protégé is presented in

Appendix C.
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Table 5.8: From Graphical Conceptual Model to Formal OWL Representation

Graphical Representation OWL Code
Class <owl:Class rdf:about="Deliverable">
Devlierable <rdfs:subClassOf rdf:resource="SQAConcept"/>

</owl:ObjectProperty>

Class

SQAProcess <owl:ObjectProperty rdf:about="uses">
]

/ <owl:inverseOf>
uses <owl:ObjectProperty rdf:about="used8y"/>

</owl:inverseOf>

<rdfs:domain rdf:resource="Process"/>

Class

<rdfs:range rdf:resource="Resource"/>

Resource

</owl:ObjectProperty>

5.4 Verification and Documentation

According to the good practice (Calero et al., 2006), for each and every phase of the
ontology development process must be performed technical evaluation and assessment
of the ontology as well as a new version must be documented to provide a frame of
reference. Appendix D contains examples of evolving SQA ontologies (with 4

examples).

During implementation, the developed ontology was verified for consistency using the
Protégé consistency checker tool which automatically checks the consistency and
conciseness of the developed ontology. Only inconsistent classes will be displayed by
the tool. Fig. 5.9 shows the result generated by Protégé and the Racer Pro reasoning
for the consistency checking where no inconsistence classes are listed. Assessment
questionnaire is used to verify the logical concistency of the ontology (Bajnaid et al.,
2013).

Syntax checking is performed by Protégé OWL plugin which generates OWL
statements during creation of the ontology using the Graphical User Interface. The
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plugin ensures that the generated OWL statements adhere to the rules of the OWL

language.

"4 SQOiogy_View Prolege 346
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! @ Deliverable [v * Check concept consistency
“ Measurement : * Time to build query = 0.0010 seconds
“ Measurement_Metric ‘ * Time to send and receive from reasoner = 0.056 seconds
“ Process | | ' Time to update Protege-OWL = 0.0040 seconds

“ Project | | - Total time: 0.094 seconds
* Quality_Attribute | |
“ NonObservable_ QA
@ Observable_QA
“ Requirement
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@ Technique
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PN ST SN |
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<
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Figure 5.9: Protégé Consistency Checking Result for SQA Concepts as a Whole

In addition, the visualization tab (another Protégé plugin), enables a view of the graph
representation of the ontology to ensure the ontology is consistent with the conceptual

model (Fig. 5.3).
A detailed evaluation of the developed SQA ontology is presented in Chapter 6.

5.5 An Enhanced Version of the SQA Ontology

Based on the results and findings of the ontology evaluation process (Section 6.4.2),
enhanced version of the ontology is developed. In the new version, the ontology
concepts “Quality Attribute” and “Measurement” are renamed “Quality Characteristic”
and “Quality Sub-characteristic” respectively. The concept “Measurement Metric” is
also renamed “Measure” to follow the last quality standard ISO/IEC 25010 (2011) as

illustrated in Fig 5.10.
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Old New
ISO/IEC ISO/IEC Example
9126 (2001) 25010 (2011)
Quality : Quality | " [ Reliability
Attribute ' Characterisitic
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: , 3 -~ =] Fault Tolerance
Measurement ||| Sub-characteristic
:;?mposed : composed of b
i b‘ J : C .
Measurement | |——— S s i s
S Measure __I Avoidance

Figure 5.10: Evolution of the SQA Ontology Concepts

The latest quality standard ISO/IEC 25010 (2011) revises the previous quality standard
ISO/IEC 9126 (2001) and includes the same quality characteristics with some
alterations as described in ISO/IEC 25010:

e Security has been added as a characteristic rather than subcharacterisitics.
e Compatibility has been added as a characteristic.

e New sub-characteristics such as: functional completeness, capacity, user error
protection, accessibility, availability, modularity and reusability have been added

to existing quality characteristics.

e Compliance with standards and regulations were a subcharacterisitics in ISO/IEC

9126 and now it is outside the scope of the quality model in ISO/IEC 25010.

e Several characteristics and sub-characteristics have been given more accurate

names.

Additionally to what is presented in Fig. 5.10, Appendix E shows a comparison
between the quality characteristics and sub-characteristics in the two standards as
adopted from the ISO/IEC 25010 (2011) which is used in addition to the ISO/IEC
25023 (2011) standard for development of a new enhanced SQA ontology as
illustrated in Fig. 5.11. New names of quality charactersistics and sub-characerstics are

reflected in the enhanced version of the SQA ontology and are shown in blue.
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Figure 5.11: Enhanced Version of the SQA Ontology According to ISO/IEC 25010(2011)
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The transformation process of the SQA ontology based on the ISO/IEC 9126 to the new
version according to the new quality standards ISO/IEC 25010 (2011) and ISO/IEC
25023 (2011) proves the flexability of the developed SQA ontology to easly reflect new

standards of the domain without affecting the current semantic of the ontology.

5.6 Conclusion

This Chapter presented a detailed description of how the selected ontology development
methodology was applied in order to develop the conceptual model of the SQA ontology
as a starting step to develop the OWL formal ontology. The Chapter introduced the
conceptualization process where knowledge is extracted from standards and resources to

define the SQA ontology concepts and relationships among them.

The conceptual model of the SQA ontology was presented. The developed ontology has

been verified using the Protégé consistency checker.

Enhanced version of the SQA ontology was presented based on the results of the
evaluation approaches carried in Chapter 6 and reflecting the latest quality standards
ISO/IEC 25010 (2011) and ISO/IEC 25023 (2011).

The next Chapter presents the ontology evaluation approaches used to validate the

developed SQA ontology.
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Chapter 6: Evaluation of the SQA Ontology

Ontology evaluation is an important step followed its development which includes
assessing the usefulness of the ontology for the purpose it was built for and evaluating
the quality of the ontology (its conceptual coverage, clearness, etc.). This Chapter
presents in details the different methodologies applied in this research in evaluating the
SQA ontology. This thesis does not claim that the developed SQA ontology is a complete
one. It is a version that meant to evolve and aims to model core and main concepts and

knowledge of the SQA domain into a practical, sharable and extensible ontology.

6.1 Introduction to Ontology Evaluation

Before publishing ontology or building a software application that relies on ontologies,
there is a need for evaluation of the ontology contents (its concepts definitions, taxonomy
and axioms). Evaluating ontology is not an evidence of the absence of problems, but it
will make its use safer. The main efforts towards evaluating ontology content were made
by Gomez-Pérez (1996; 2001) in the framework of METHONTOLOGY and by Welty
and Guarino (2001) with the OntoClean method. A survey on evaluation methods and

tools can be found in (Gomez-Pérez et al., 2004).

Vrandeli¢ (2009) argues that ontology evaluation is important and worthwhile task.
Mistakes and omissions in ontologies can lead to applications not realizing the potential
of exchanging data. In addition, ontology evaluation increases the availability and thus
reusability of the ontology and decreases maintenance costs. Ontology evaluation
assesses the quality of the ontologies and thus encourages their publication and
reusability since the confidence of the re-users in the quality of these ontologies

increases.
According to (Gémez-Pérez et al., 2004) ontology evaluation requires:

¢ Verification which refers to building the ontology correctly;
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e Validation which refers to whether the ontology definitions really model the domain
for which the ontology was created. Ontology validation ensures that the correct
ontology was built. The goal is to show that the world model is compliant with the

formal model;

e Assessment which focuses on judging the ontology from users’ points of view
(human judgment).

A common approach is to evaluate the ontology according to a set of ontology design

principles and criteria as it was evaluated in (Gruber, 1995; Gomez-Pérez, 2001;0brst,

2007; Vrandeti¢, 2009):

e its coverage of the modelled domain;

e the application and data sources it was developed to address;
e its completeness and consistency;

e the structure, syntax and vocabulary; and the representation language in which it is

modelled.

The above principles have been used to guide development of the developed SQA
ontology. Also it is important to leave some representational choices (such as concepts
roles, relations, and constraints) open so that they can be made later based on the actual

need of the problem solving or application.

This Chapter is focusing on SQA ontology evaluation using various approaches generally
accepted in Software Engineering area. In this thesis ontology evaluation is limited to the
criteria identified by GoOmez-Pérez (2001) such as: completeness, consistency,

conciseness, and expandability.

Completeness: all knowledge that is expected to be in the ontology is either explicitly
stated in it or can be inferred. In other words, how well the ontology covers the real
world (software quality assurance in our case). Completeness comply to the minimal
ontology commitment criteria where the ontology does mot intend to describe all the
knowledge involoved in a domain, but only the one that is essential to conceptualize the

domain.
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Consistency: refers to the absence (or not) of contradictory information in the ontology

Conciseness: if the ontology is free from any unnecessary, useless, or redundant

definitions.

Expandability: refers to the ability to add new definitions without altering the already

stated semantic.

In this thesis we distinguish between two types of consistency: formal consistency and
logical consistency. Verification was held during the ontology implementation
(Section5.4) where the SQA ontology was checked for formal consistency. Therefore in

this Chapter by consistency we refer to logical consistency.

6.2 Selection of Evaluation Methods

Different ontology evaluation approaches have been considered in literature depending
on the purpose of the evaluation and the type of the ontology being evaluated. Brank and

colleagues (2005) classify ontology evaluation approaches as following:

1. Those based on comparing the ontology to a “golden standard” which might be

an ontology itself;

2. Those based on using the ontology in an application and evaluating the results or

application-based ontology evaluation;

3. Those involving comparison with a source of data (e.g. a collection of

documents) about the domain to be modelled by the ontology;

4. Those where evaluation is done by humans who try to assess how well the

ontology meets a set of predefined criteria, standards, requirements, etc.

The first approach is not applicable due to the lack of a “golden standard” or upper-level

(Section 2.2) Software Engineering ontology.

The second approach has been adopted and an application-based ontology evaluation was

conducted using a prototype system which was implemented for this purpose.

The third approach was held during development of the ontology when the evolving

conceptual model (finalized in Fig. 5.3) was compared to the sources of knowledge.
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The fourth approach included usage of the ontology assessment questionnaire which was

distributed among SE specialists to evaluate the quality of the ontology.

The applied approaches are detailed in the following sections.

6.3 Validating the SQA Ontology

Recall that the goal of validating the ontology is to show that the world model is
compliant with the formal model, i.e. the formal OWL representation of the ontology
compliant with the defined conceptual model. Figures 6.1 shows the top level of the SQA
concepts as generated by the Jambalaya tab, a Protégé plugin used for ontology
visualization. The figure represents the main SQA concepts as in the conceptual model
(Fig. 5.3).

£ SQAConcept

@ Requirement _ " /1 \ D ®Measurement_Metric

' Functional_Requirement ) AE NN 5
i S e R
G l % %

@ NonFunctional Fioqh.'l'emem

@ Deliverable
@ Process \
/ \
@\Project

“ ) Measurement
N

\
N
#'Resource

@ Quality_Atiribute

Figure6.1: The Top Level of the SQA Ontology

An ontology evaluation approach is to measure the correspondence between textual
sources and the target ontology. The developer of the SWPQA ontology (Sahman, 2008)
claims that the ontology covers 80% of the studied domain and can be used as a common
agreement of SWPQAs pool of knowledge and can provide a base to evaluate any related

presented semantic for one of the studied attributes. In this research, the SWPQA

91



framework (Section 3.3.6) was used to measure its correspondence with the extracted

SQA concepts, the quality attributes and measurements in particular. Table 6.1 shows the

SQA concepts and their correspondences in the SWPQA frameworks.

Table 6.1: Correspondence of the SQA Concepts and the SWPQA Concepts

SQA concept or term

Correspondence SWPQA concept

Quality attribute Attribute
Accuracy Accuracy
Stability Stability
Testability Testability
Usability Usability

Recoverability, Learnability, Operability

Installability, Analyzability, Replaceability

Could be mapped to the Abililty concept

Efficiency Efficiency
Maniainabilty Maintainability
Portability Portability
Security Security
Reliability Reliability
Understandability Understandability
Error correction Correctness
Changeability Flexibility
Adaptability

Installation flexibility

Interoperability Interoperability
Availability Availability
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The SWPQA concepts were partially published in (Kayed et al., 2009) where 75% of the
SQA ontology’s quality attributes and 58.3% of the SQA measurments can be mapped to
SWPQA concepts.

A complete framework of the SWPQA (Sahman, 2008) covers 100% of the SQA quality

attributes and 91.6% of the SQA measurements concepts.

Ontology development is an evolving process and there is no single ontology to model a
domain it is difficult to decide the preciseness of mapping the SQA ontology to other
exisiting ones and as ontology evaluation is not a mature research area, in this research
we tried to use evaluation approaches that are applicable to our case. Hence, this

confirms that the research area is still developing and required further research.

6.4 Assessing the Quality of the SQA Ontology

Ontology assessment was conducted by judging the ontology content from SE
specialists’ point of view. An introductory document (Appendix F) of the SQA ontology
with graphical representation of the conceptual model was introduced to the participants
with the questionnaire (Appendix G).

6.4.1 SQA Ontology Assessment Questionnaire Design

Conceptual model supports clarity where the graphical representation is easier to
understand and use (Kablain, 2007). The use of the conceptual model ease the
assessment process in this research where the domain specialists can validate wither the
model matches the purpose it was built for. The conceptual model (Fig. 5.3) with a link
to the questionnaire in Survey Monkey, a free widely used online survey tool (available
at: http://www.surveymonkey.com), has been sent to domain specialists inviting them to
participate in the SQA ontology assessment process to verify its coverage of the SQA

domain, structure, clarity, and extendibility.

The ontology assessment questionnaire designed into four parts:
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Part I contains closed questions about the respondent such as experience in the SQA and
ontology domains, involvement in teaching the SQA domain and the respondent opinion

in the usefulness of using ontologies in teaching SQA.

Part II consists of 7 closed questions with a scale of 1-5, where 5 = strongly agree and |
= strongly disagree, to validate the following criteria (Gruber, 1995; Gomez-Pérez, 2001;
Obrst, 2007; Vrandeti¢, 2009):

Completeness: the model covers major concepts of the domain;

Structure: the taxonomy and relationships are represented correctly in the model;
Clarity: the model is free from unnecessary and redundant concepts;

Consistency: the model is free from explicitly or implicitly contradictory knowledge;

Expandability: new knowledge can be added to the model without altering the existing

semantic.

Parts 111 and IV consist of open questions about the respondent suggestions of non-
relevant concepts to be removed from the model and missing concepts to be added to the

model respectively.

6.4.2 Statistical Results and Analysis of the Assessment Questionnaire

Collecting responses from domain experts was a challenge step due to the limited
number of experts in the SE domain and in SQA in particular. It took more than 7 months
to get 16 of responses only. The problem of limited number of participants faces many
researchers in their ontology evaluation process (Alyahya, 2006; Garcia et al., 2006).
Although the sample is small it is considered acceptable to judge domain ontology. Table
6.2 shows the respondents’ expertise in SQA and ontology domains while Table 6.3
shows the respondents’ involvement in teaching SE and Table 6.4 summarises the

respondents’ agreements on the usefulness of using ontologies in teaching SQA.

Among the 16 respondents 68.8% were involved in teaching software engineering while

31.3% of them have not been involved in such teaching. 64.7% of the respondents agree
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that ontology can be useful in teaching SQA and 11.8% strongly agree while 25% have

borderline opinion.

Table 6.2: Respondents’ Expertise in SQA and Ontology Domain

Respondent’s expertise Null Poor | Average | Above average | Excellent
SQA domain 0 1 4 7 4
Ontology domain 0 1 10 4 1

Table 6.3: Respondents’ Involvements in Teaching SE

Statement Yes No

Are you now (or ever been) involved into the teaching of 11 5

Software Engineering?

Table 6.4: Respondents’ Agreements on Using Ontologies in Teaching SQA

Statement Strongly | Disagree | Borderline Agree Strongly
disagree agree
Do you think ontology 0 0 4 10 2

can be useful for

teaching SQA?

Responses on statements relevant to the assessment of the conceptual coverage of the
SQA model (Part Il of the questionnaire) as shown in Survey Monkey is illustrated in
Table 6.5 while the respondents’ comments and suggestions of Parts (11l and IV) of the

questionnaire are shown in Appendix H.

The results of the survey are presented below where an enhanced version of the ontology

is being developed to reflect the main suggestions from the questionnaire:

Completeness: Majority of the participants (81.3%) agreed that the ontology developed
in this research covers major concepts of the SQA domain. 15.4% of them strongly agree

and none of the respondents disagree with the completeness of the ontology. However,
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an important suggestion to add testing related concepts (black and white box, system and
unit test...etc.) was made. Though, the current ontology is not heavily focused on testing
techniques, it is worth investigating this ontology aspect in future developments. Another
suggestion was made to add concepts such as Software type, Software life cycle model,
Architecture, Configuration management; however, we strongly believe that these are not
SQA concepts. Nevertheless, these concepts can be added to the ontology if the latter is

to be mapped to other SE areas or to an upper-level SE ontology.

Structure: A reasonable majority of the respondents (62.5%) agreed with the ontology
taxonomy as is, with no real disagreements. There were few remarks such as having
Design comes after Review Report in the list of instances of the class Deliverable, which

we consider semantically insignificant.

Clarity: This criterion obtained a borderline score, just around the mean (3.13). However,
we believe that this reasonably good result due to the large number of overlapped and
redundant SQA terms in available proposals and sources of SQA knowledge. It was
noted that most reported disagreements were related to the confusion between
Measurements and Metrics. A significant suggestion that will be adopted in the enhanced
version is to use the terms Quality Characteristic and Sub-characteristic instead of
Quality Attribute and Measurements respectively. We can also replace the term
Measurement_Metric with the term Measure as per the latest quality standard ISO/IEC
25010 (2011).

Consistency: A reasonable majority of the responses (68.8%) agreed that the developed
ontology is consistent where 27.3% of them strongly agreed on its consistency. Ontology

formal-consistency was verified using the Protégé consistency checker plugin.

Expandability: A good ontology is assumed to cover necessary concepts of the domain
and structure them in a way that adding evolving concepts would not affect the existing
structure. A satisfactory result was obtained for this criterion as the majority (75%)
agreed on the expandability of the developed ontology. Suggestions to include agile
terminology with new quality measurements and metrics (as in ISO/IEC 25010) will be

considered as extensions in the enhanced version of the ontology.
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Although, there is no such a single ontology that can unanimously represent any
knowledge area, especially for an evolving domain like SQA, the survey shows a high
level of agreement around the major assessment criteria. This is despite the fact that

each participant responds based on their own view, background and context.

Participants’ responses to Part II of the assessment questionnaire are illustrated in
Figure 6.2. Responses of participants who are considered to be expert in the field and

those with average expertise are represented in figures 6.3 and 6.4 respectively.

i Disagree = Borderline & Agree

100 1

90 -

Figure 6.2: Participants’ Assessments of the SQA Ontology

98



" Disagree Borderline & Agree

100
90
80
70
60
50

30
20
10

Figure 6.3: Experts’ Assessments to the SQA Ontology

i " Disagree = Borderline N Agree

Figure 6.4: Assessments of Participants with Average Experience in the Domain
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6.5 Application-based Evaluation of the SQA Ontology

Application-based (or task-based) evaluations offer a useful framework for measuring
practical results of ontology conciseness such as responses provided by the system and
the ease of use of the query component (Obrst, 2007). A querying prototype consisting
of an SQA E-Learning System (SQAES) has been designed and implemented (Bajnaid
etal., 2011).

SQAES prototype is a query tool to evaluate the impact of ontologies on the
information retrieval application where semantic search is combined with keyword-
based search. Ontologies provide controlled vocabularies of the domain that can bring
improvements over the keyword-based search through query expansion based on
hierarchies and semantic rules on ontology relationships (OWL properties) (Vallet,
2005).

As shown in Fig 1.1, the prototype system aims at guiding software developers (e-
learning in the workplace) or student (in traditional learning scenario) through the
necessary QA practices by providing resources that deal with SQA related aspects of

the software process in hand and hence improves product quality.

In the SQAES a global (or upper) ontology was used for modelling the learner’s
profile and the context in the e-learning prototype. The global ontology consists of
three interrelated sub-ontologies, namely Learner sub-ontology, Learning Object sub-
ontology, and the SQA4 domain sub-ontology. The prototype SQAES system ensures
the ontology conciseness. Screenshots of the experimental results show examples of
querying the prototype system where unnecessary and overwhelmed information is
prevented using ontology axioms (Section 7.3.2).The structure, software components,

and implementation details of the SQAES prototype is presented in Chapter 7.

6.6 Conclusion

This Chapter presented the evaluation approach of the developed SQA ontology
model. The ontology development is an iterative process where the ontology was

verified during implementation as described in Section 5.4. The evaluation
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methodology includes assessing the quality of the developed ontology and evaluating
the ontology for the purpose it was built for. The quality of the ontology was validated
against several criteria. The consistency and conciseness of the developed ontology
were automatically validated during the implementation process using the Protégé
consistency checker tool (Bajnaid et al., 2011). Ontology querying e-leamning
prototype was built to evaluate the SQA ontology conciseness (Bajnaid et al., 2012).
Ontology assessment questionnaire was developed to evaluate the quality of the SQA
ontology. The discussion and findings of the evaluation was also presented in the

Chapter. The next chapter presents in details the general system structure and

implementation details of SQAES.
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Chapter 7: Ontology-Based e-Learning System: Case Study

As there is no fixed learning path that can fit all learners’ needs, most systems in the e-
learning literature have combined more than one knowledge source to contextualize
the learning sequence and the learning content aiming to provide the best personalized
learning experience. In personalized e-learning or context-aware e-leaming
environment, the system responds differently according to the learner characteristics
(i.e. learner’s needs, learning style, preferred presentation formats, learner’s previous
knowledge of the subject domain, etc.) and performance (gathered in user profile)

(Gomez-Pérez et al., 2006).

Ontology as a promising approach plays an important role in the development of
enhanced and effective learning by providing machine-readable content (Stojanovic et
al., 2001; Hatem et al., 2005, Kontopoulos et al., 2007). Unlike the linear organization
of textbooks, access to learning resources in an e-learning course using ontologies is

structured (see Section 2.7).

In order to evaluate the developed SQA ontology the prototype Software Quality
Assurance e-learning System (SQAES) has been developed. SQAES prototype is a
query tool to evaluate the impact of using ontologies on the information retrieval
where semantic search is combined with keyword-based search. Ontologies provide
controlled vocabularies of the domain that can bring improvements over the keyword-
based search through query expansion based on hierarchies and semantic rules on

ontology relationships (OWL properties) (Vallet, 2005).

This chapter first presents the learning aspects of SQAES (e.g. learning scenario and
learner profile). Later the Chapter describes how SQAES is implemented, the overall
system architecture with a detailed description of its major software components. It
also introduces the design of the global ontology space consisting of the learner, the

learning objects, and the domain sub-ontologies.

102



7.1 The SQAES Prototype

In the current research, SQAES can be used in two learning scenarios: by software
developers in workplace learning; and by software engineering student in a traditional

learning scenario as illustrated in Fig 7.1.

SQAES Prototype

SQA ontology —— SWRL

______________________________________________________________

Application Layer .................................
A,-' oo '-._...-‘A
Developer Student

(E-learning in the Workplace) (Traditional Learning Scenario)

Figure 7.1: Macro View of SQAES

Either it is a developer or a student in this chapter we will use the term learner to

describe the suggested scenario.

7.1.1 Requirements to SQAES

Before describing architecture and overall design of the SQAES there is a need to

define requirements to such a system. They can be summarized as follows:

e SQAES shall guide learners through the necessary SQA practices by providing

resources that deal with all SQA related aspects of the software process at hand.

e This could be achieved by sensing the learner’s current activity and suggesting
relevant learning resources (e.g. recommendations for good practices, example
code, and graphical description of a related methodology/process) that deal with all

SQA aspects of the process at hand.
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e The system shall be able to determine the learner’s current software development
context and infer related SQA knowledge by invoking the appropriate reasoning

mechanisms.

e Besides the SQA domain ontology and the associated axioms (section 5.2.7), there
is a need to define the system’s global ontology which shall be augmented with
reasoning rules. They can be encoded using the Semantic Web Rule Language
(SWRL). The SWRL tab of Protégé and the Jess inference rule engine might be

used to infer the needed rules that drive the leaming process.

7.1.2 General Architecture of SQAES

The main components of the system are: the learning recommendation generator, the
process discovery unit and the ontology reasoning unit as illustrated in Fig.7.2

(Bajnaid et al., 2010).

Ontology reasoning is used to develop personalized services based on the learner’s
context. The system filters out the available learning objects (LOs) based on the
learner’s usage profile and guided by related ontology-based reasoning. The output is a
set of domain concepts that are directly related to the learner selected query. The
extracted query-related concepts are mapped to a set of learning objects which are
provided to the learner. Ontological rules are applied to track previously consumed

learning objects and dynamically infer implicit knowledge based on the user profile.

Context model is divided into global ontology (upper ontology) and specific ontology
(the SQA ontology). The global ontology is a high-level ontology that presents general
features of the context. The specific ontology is a domain ontology that captures

general concepts and properties of domain knowledge (in this case Software Quality).
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7.1.3 Learning Scenario in SQAES

In this section we present an overview of the main steps in a typical learning scenario

while using SQAES. Ontology reasoning is used to personalize learning services based

on the learner’s context. This developer/learner centric adaptation is based on the

Developer (Leaner) and the SQA domain ontologies. A set of ontological rules is

applied to infer implicit knowledge that can be used to customize the learning

recommendation. Typical learning scenario has the following sequence of steps (as

illustrated in Fig.7.3):

1.

2.

10.

The learner logs into the system;
The learner navigates (or queries for) an SQA term;
The system retrieves the SQA concept(s) related to the learner’s queried term;

Then, the system retrieves associated LOs from the LO repository using the
concept(s) extracted in step 2;

The system then infers other SQA related concepts using relationships such as,

uses, invokes, enforces, islnputTo, etc.;
The system writes metadata generated in the previous step to a buffer;

The system checks for previously consumed LOs, which are then removed from

the list of learning resources but presented to the learner for re-learning;

The LOs associated with the queried concept and inferred related concepts are

then provided to the learner for investigation;

The learner’s usage profile is automatically updated based on the newly selected

concepts and visited learning resources;

The learner can either terminate the system by login out or query for new SQA
terms by returning to step 2. The learning activity terminates when the learner

logs out the system.
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2. Generate 3. Retrieve domain 4. Retrieve related
query ontology concept ’ LOs

A 4

1. Login

5. Infer que
Successful? e

related concepts

| 8. Provide learning [~ 7. Infer learner’s usage | 6. save the metadata
objects and related | profile to remove already [~ generated in (4) to a
concepts consumed LOs buffer
<<Log out>> \ 4
¥ ; 9. Update learner’s
10. Terminate usage profile
learning session

Figure 7.3: A Typical Learning Scenario Processing Steps

For example if the developer/learner queries about the Validation process. The system
retrieves unconsumed learning objects that are directly associated to the term
Validation (already consumed LOs are presented for the user for re-learning). The
system will then use the reasoning rules, given in step 4, to infer other concepts related
to the validation process. For example: a Validation process enforces quality attributes
such as Functionality and Efficiency and invokes the Review and Audit processes. It
also uses the Prototyping as resources. The system then saves these related concepts in
a buffer. Associated LOs and related concepts are then displayed as recommendations

to the learner for investigation.

7.1.4 Developer/Leaner Usage Profile

According to Das (2010) context is any information that can be used to characterize
the situation of an entity. An entity is a person, place or object that are considered
relevant to the interaction between a user and an application including the user and the
application themselves. Context-aware learning or personalized learning provides
learning contents according to learner’s needs, preferences, style and previous
knowledge of the subject domain. Various context parameters are considered in
existing e-learning system such as: learner personnel profile, expertise level, learning

preferences, learning situation, network, device, etc. (Das et al., 2010). The system
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proposed in this research takes into consideration already consumed learning objects
that are stored in the learner’s profile. The learner usage profile is automatically
updated according to his/her performance. A new learning session is initiated each
time the user logged into the system. Information about the starting time of the session,
queried concepts, and consumed leaming resources is stored in the learner’s usage
profile. JDOM (Hunter, 2008) will be used to manipulate users’ profiles which are

stored in XML format. A sample user profile is shown in Appendix 1.

7.2 Ontology-Based Context Modelling

In this section is presented the global ontology that is used for modelling the learning
context in the proposed e-leaming prototype. The global ontology consists of three
interrelated sub-ontologies, namely Learner sub-ontology, Learning Object sub-
ontology, and the SQA domain sub-ontology. These sub-ontologies are used to
represent the most fundamental context elements for capturing information about any
software development scenario undertaken by a learner. Fig.7.4 shows the general
structure of the upper ontology among with the relationships to other sub-ontologies in
the global ontology space. It should be noted that relationships are represented by
arrows where the domain of the relationship is represented by the literal D while the

range is represented by literal R in all graphs.

The global ontology space was developed using OWL. Each entity is associated with
attributes (defined by owl:DatatypeProperty) and related to other entities (defined by
owl:ObjectProperty). The built-in owl:subClassOf property is used for hierarchically
structuring sub-class entities. Ontology reasoning techniques are used to enable
personalized learning that can be achieved through learner centric adaptation where the

learner’s implicit knowledge is used to create recommendations.

The Learner sub-ontology represents the learner’s activity profile which consists of
already consumed learning resources. The leamner’s activity profile and related
knowledge are organized into ontology concepts and relationships. This allows

adapting and delivering LOs relevant to the software process currently at hand.
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The SQA domain sub-ontology captures general concepts and properties about the
SQA knowledge domain. The main class in this ontology is SQA4Concept that is used
to conceptualize and represent all concepts of the software quality ontology. The
property makeQuery associates SQA-related keywords entered by the learner to the
most relevant concept in the SQA domain sub-ontology. The property isMappedTo
relates the SQAConcept class to the Learning Object class. The property isMappedTo
is used to map LOs metadata to the SQA ontology concepts and thus allow sharing of
resources. The property consumedLearningObject tracks LOs previously consumed by

a specific learner.

Developer/Learner . -
Ontotegy Learning Object Ontology
Object Property _ R Class
D consumedLeamingObject % 1 oaning Object
Class
D R
Developer \ Object Property Object E’?PS/
(Learner) \:‘n;akeQuer)T:‘, (:_i:sMappcho__::'
SQA Ontolo
_ Object Property : =
e hasMeasurementMetric _ RY D / Object Property
S o Class R D \’:_: islnputTo ::'

4

D: Domain

R: Range Object Property ~ Object Property

_ invokes ¢ produces >

Figure 7.4: Macro View of the Global Ontology

The following subsections describe the Learner and the Learning Object sub-
ontologies respectively while the domain ontology was described in detail in the

Chapter 5.
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7.2.1 Developer/Learner Ontology

The learner sub-ontology represents the contextual knowledge about the learner that
helps the system to adapt and deliver learning recommendations with the most relevant
learning objects in response to queries made by the learner. The structure and
relationships properties — both data properties and object properties — are illustrated in

Fig.7.5.

The properties hasUserName and hasPassword relate individuals of class Learner to
their identification and authentication information. In relation to the domain ontology,
the property makeQuaery associates keyword entered by the learner to the most
relevant concept of the SQA ontology while the property consumedLearningObject
track already consumed learning objects by the learner and plan personalized learning

recommendations for future learning centric adaptation.

Object Property ‘_-___lf’ Class

DaaProperty 5 D _SImakeQuey TS sQAConcept

{__hasPassworde > Class

Developer \D

(Leamner) = "\ __----------emTemeee
... _consumedLearningObject ">
% /D \
Data P Tt
External R ____e_l-_-r_o.pf:__)i -
«—__hasUserName > Class
RDF: String Tt
Learning Object

Figure 7.5: Developer/Learner Sub-ontology

7.2.2 Learning Object Ontology

The learning object is a value integrator of a learner’s need, knowledge element, or
any learner-centric value ingredients. LO is the minimal unit of pedagogically
reasonable learning content consists of random content (video, image, text, etc.)
(Schmidt and Winterhalter, 2004). Each concept of the SQA domain is associated
with some learning objects by the property isMappedTo. It should be noted that each
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SQA concepts is mapped to multiple LOs, i.e. the property isMappedTo (SQAConcept,
LO) has a cardinality of 1..n.

Already consumed learning objects by specific learner are shown by the property
consumedLearningObject. The property hasURL relates an individual of the Learning
Object class to its corresponding URL. The structure and relationships of this ontology

is illustrated in Fig.7.6.

Class 2

D Class

Developer . O_tijf"_:t_ Property - Object Progperty

(Learner) =0 :c_:(_)nsumedLeamingObje_cE : o e -i;l;iapped’l:o‘ -, SQAConcept

\{ ________
External D Class

RDF: String  pata Prope Learning Object

el : R

Figure 7.6: Learning Object Sub-ontology

7.2.3 Domain Ontology

Fig. 7.7 shows the general structure of the domain ontology among with the

relationships to other sub-ontologies in the global ontology space.

The main class in the domain ontology is class SQA4Concept that is used to represent
all concepts of the software quality ontology. The property makeQuery relates
keyword input by the learner to the most related ontology concept. The property
consumedLearningObject track previously consumed LOs by a specific learner. The
property isMappedTo relates the SQAConcept class to the learning object class.

Properties of the SQA domain ontology were described in chapterS5.
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Figure 7.7: SQA Domain Ontology

7.3 Context Reasoning

Ontology reasoning is used to develop personalized services based on the developer’s
(our target learner) context. This learner centric adaptation is enabled by integrating
knowledge components from the three sub-ontologies (learner, learning object, and
SQA domain ontology). Many ontological rules are applied to dynamically infer
metadata that can be used to customize the learning recommendation (Bajnaid et al.,

2010).

7.3.1 Developer/Learner Centric Adaptation

Prototype system aims to guide learner through the necessary SQA practices by
providing resources that deal with SQA related aspects of the current SQA process at
hand. This is achieved by sensing the learner’s current activity and suggesting relevant

LOs (e.g. recommendations for good practices, example code, and graphical

112



description of a related methodology/process) that deals with all SQA aspects related
to the current SQA process. The aim of the learner centric adaptation is to construct
personalized learning recommendation based on the learner’s usage profile. The
system responds differently according to the learner performance (already consumed
LOs) and the SQA process at hand. The learner centric adaptation achieves its

functionality in two steps:

First: The reasoning unit of the proposed e-learning system infers the core LOs that
are directly related to the queried concept through the object property isMappedTo

using the CorelLearningObject rule:

B

> -— "~ e
For implicit query expansion, related concepts are then inferred based on the relations
among the ontology classes and the user defined SWRL rules. The output is a

sequence of LOs and related topics that are generated as learning recommendations.

Second: recommendations generated from the previous step are then semantically
refined and adjusted according to the learner’s profile where the system distinguishes

LOs objects that have already been consumed by the developer.

Besides the OWL ontology reasoning rules (subClassOf, subPropertyOf, inverseOf,
etc...), the SQA knowledge base is extended with a set of user defined rules to allow
inferring higher-level conceptual context from relevant low-level ones. Some of the
user defined SWRL rules used to infer related LOs expressed in the first order logic

are shown in Table 7.1.

The property isMappedTo (?C, ?LO) maps the learner’s query related concept to a
corresponding leaming object. The property — consumed (?L, ?L0j) relate a learner to
a learning object that has not been consumed so far. It should be noted that the system
automatically establishes relation of —~ Consumed (?L, ?L0Oj) for all those learning

objects that have not been consumed by particular learner.
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Table 7.1: SWRL Rules for Related Concepts Construction

UsedResourceRule retrieves related software resources (uses cases, prototyping, check

list, etc.) that can be used to perform a specific SQA process C:

A

Learner (?L) “ makeQuery (?L,?C) SQAProcess (?C) * uses

(?C, ?R) * Resource (?R) > RelatedConcept (?C, ?R)

EnforcesRule retrieves all quality attributes that can be used to assess a specific process
C:

Learner (?L)

A A

makeQuery (?L,?C) * enforces (?C,?2QA)

QualityAttribute (?QA) -» RelatedConcept (?C, ?QA)

InvokedProcessRule allows the system to infer all SQA processes that can be invoked
by a specific process (C) that is currently under development by the user (i.e. user
queried process):

A

Learner (?L) * makeQuery (?L, ?Cl1) Process (?C1) *
invokes (?Cl, ?C2) * Process (?C2) -> RelatedConcept

(?C1, ?C2)

IsInputRule retrieves SQA process(es) for which a deliverable C is an input to:

Deliverable (?2C)

A A A

Learner (?L) makeQuery (?L,?C)

isInputTo (?C,?P) * Process (?P)-> RelatedConcept (?C,?P)

ProducedDeliverableRule retrieves deliverable(s) that can be produced by a specific
process C:

Learner (?L) “ makeQuery (?L,?C) “ Process (?C) °
produces (?C,?D) “ Deliverable(?D) -> RelatedConcept

(?C,?D)

MeasuredByRule retrieves SQA measures that can be used to measure a specific

quality attribute C:
Learner (?L) ~ makeQuery (?L,?C) * Quality Attribute (?C)

A

* measuredBy (?C,?M) Measurement (?M) -» RelatedConcept

(?2C, ?M)
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Table 7.1: Continued

MeasurementMetricRule retrieves measurement metric(s) related to specific SQA

measurement C:

A A~ A

Learner (?L) makeQuery (?L, ?C) Measurement (?C)

A

hasMeasurementMetric (2C, ?M) MeasurementMetric (?M)->

RelatedConcept (?C,?M)

ConductingProcessRule retrieves SQA process(es) that is associated with specific

measurement metric C:

A A

Learner (?L) makeQuery (?L,?2C) MeasurementMetric (?C)

A A

conductedUsing (?C, ?P) Process (?P) -

RelatedConcept (?C,?P)

MeasuringQARule retrieves quality attributes that can be measured by a specific SQA

measurement C:

A A A

Learner (?L) makeQuery (?L, ?C) Measurement (?C)
measures (?C,?QA) “ Quality Attribute (?QA) >

RelatedConcept (?C, ?QA)

7.3.2 SQA Ontology Axioms

The prototype system provides the learner with a recommendation list based on the
initial query. However, this list may include some overwhelmed LOs or unnecessary
content. Ontology axioms were added to prevent unnecessary knowledge. In ontology
representation, axioms (see Section 2.3) can be used to represent the meaning of
concepts carefully, and to answer questions on the capability of the built ontology using
the ontology concepts.

Consider the case when the user queries the Validation concept, which is a process
according to the SQA ontology (see Fig. 5.3), the system retrieves the core LOs
associated with the Validation concept from the LO repository. Related concepts
represent the list of recommended SQA concepts to be provided to the user for further
investigation. However, this list may include some overwhelmed or unnecessary
contents. In the example of Validation, by firing the Invokes rule, all SQA processes
will be added to the list of recommendation. In theory (i.e. as per IEEE 12207
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standard), only those processes that are associated with Review and Audit should have

been added to the list (Fig. 7.8).
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Figure 7.8: Provided LOs for the Concept “Precision”

To prevent such situation, recommendation refining is guaranteed by adding ontology
axioms to the ontology model. By referring back to our example related to Validation
concept and according to ISO/IEC 9126 standard, a Validation process produces
TestReport and ValidationPlan and requires RequirementSpecification, Source Code,
Test Report and User Manual as inputs. In addition, Validation has Efficiency and
Functionality as quality attributes and uses Use-Cases, Prototyping, and Measurement

as resources (see Section 5.2.7).

According to Fig. 7.8 the system provides the learner with learning materials (LOs) of
the quaried concept and a list of related SQA concepts for further investigation. The
list of recommended LOs consists of random content (vedio, image, text, etc.) of

pedagically reasonable learning content that are available in the net.
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7.4 Implementation of SQAES

SQAES has been designed and implemented using free open source and platform
independent software. Upper ontology was used for modelling the learner’s profile and

the context in the e-learning prototype (Bajnaid et al., 2012).

7.4.1 SQAES Software Components

This section presents the main software and technologies used to set up our system
environment. As shown in Fig.7.9, in the center of the system is Web-based server
which read the ontology model and retrieves queried concepts. Other related concepts
are inferred using ontology reasoning mechanism of the defined ontology reasoning
rules. Each SQA concept is mapped to several learning objects. The system retrieves
those learning objects that are associated with the queried concept from the LOs
repository. Retrieved LOs are saved in a buffer to be filtered based on the leaner

profile and then provided to the leaner.

Learner b= [ Ontology Reasoning
Usage Profile

4: Infer Process

5: Filter LOs based| Related
on Learner’s Concepts
Context
____________ | _ _ _ 7 _ _ 2b:Retrieve
7: Display Result * Web Server i Iécy W(_)rd OWL Ontology
' s ‘oncept <
PR V. ig—————— Global Ontology Space
—ee B} Java Servlet e |
. 1:Send Query ' 2a: Read
29 i ! Ontology
¥ e P S S e A T Vs
- ! ) 3a: Retrieve
[t Related LOs 3b: Save to
Buffer
LO Repository Buffer Storage
Learning Objects Retrieved Los

Figure 7.9: Logical Diagram of SQAES Software Components

For SQAES implementation is used a set of tools and libraries already developed for
the Java programming language and the integrated development environment (IDE)
such as Eclipse Software Development Kit (SDK). All components are free open

source and platform independent software. The main components and processing steps
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are shown in Fig.7.10 and the Java code of the implemented prototype is presented in

Appendix J.

As server software, Apache Tomcat 7 (2012) allows to develop the container with a
few servlets has been chosen. Here servlet means a software component which is

providing service to other software components.

Jena (2012), a Semantic Web framework for Java, is used to extract data from and
write to the developed OWL ontology model. The Jena framework offers a convenient
way to work with ontologies and in particular for integrating ontologies into
applications. The Jena framework is used to read the ontology and to create
prerequisite individuals. The system uses the SWRL Tab of Protégé to build SWRL

rules for ontology reasoning.

RacerPro (2011) is a Description Logic (DL) reasoner used as an interactive tool for

manipulating the ontology and the SWRL rules.

Finally, JDOM (Hunter, 2008) is XML framework for Java used to process XML files

of developers’ usage profiles.

Ontology Reasoning 4b: Invoke ]
SWRL-Jess Bridge Reasoning 4a: Infer
Java AP1 Process Related
Concepts OWL Ontology
RacerPro """ Global Ontology Space
2b: Retrieve Protégé 3.4
5: Filter LOs based on Keyword
Developer’s Context Concept
AR IR X e R - 2a: Read
7: Display Result | Web Server V
. splay : Apache Tomcat : Ontology
< 4 :
| > Java Servlet P
o : Se ' e -—] Jena
, ;1 i BendOnery Eclipse SDK i ook
+ .
[Tt | : ’
e L P 1 i
T 6: Retrieve
. Matched LOs
LO Repository 3a: Retrieve . 3b: Save to ffer S
Learning Objects Related LOs JDOM Buffer Buffer Storage
> Retrieved Los

Figure 7.10: Implementation-specific Diagram of SQAES Software Components

7.4.2 Experimental Results

The prototype system provides the learner with a recommendation list based on the

initial query. The recommendations of the LOs suggested by the system include the
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core LOs of the queried concept and a few related topics based on the inferred SWRL
rules. Fig. 7.11a shows the login screen of SQAES where Figs. 7.11b & 7.11c¢ are
screen shots of the SQAES provided information when the user queries about the
Validation process without the use of the ontology axioms. The user can query about
an SQA concept either by typing the queried concept in the query textbox or by

navigating SQA concepts.
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Figure 7.11a: SQAES Login Screen
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Figure 7.11b: The User Queries about the Validation Process

119



(S s TN SIS O R e
Go g o Msewer + Fowe Mon» g
& - o v [l 0w onamt rateare solmare :‘2"""""" WinZip for Phone ﬁ\-nppm. | ware Revources -“ E'!"

3 Concadmng Drop-down Na. & OWL APl & Remsoners i SVGlInto & Country Cotams® Cona. § 2 OTMAcademy @ Future Tech 002 & MIp--www serncescony
Q> SQAES:Your SQA Learning System
SQAES
Suggested Learning Resources About ces ed by Validation
Validation Technical Reviey

Seven Keys for Successful SW Validation
Software Verification and Validation
Software Validation

SW Validation and Verification

Software Valiodation 2

General Priciples of SW Validation

SW Validation in Accredited Laboratories
Guide to SW Verification and Validation
Software Validation Tools

Inspection
Joint Review

Mangement Reviev
Quality Assuranc
yalification T

fing

You may also read about Resources used by Validation
Inputs required by Validation Prototyping
Fault Removal Report Use Cases

Validation Plan Walk Through

Figure 7.11c: SQAES Response to the User’s Query without Ontology Axioms

7.4.3 Ontology Conciseness

In Fig. 7.11c the system displays all SQA processes as invoked processes by the
Validation process however, in theory according to the IEEE 12207 standard, a
Validation process may invoke only Review or Audit process and produce only
Validation Plan and Test Report as deliverable. Also, Validation has Functionality and
Efficiency as quality attributes and is implemented using Measurement, Prototyping,
Testing, and Use Case as resources. As described in (Section 7.3.2) unnecessary and
overwhelmed knowledge can be prevented by adding axioms to the SQA ontology

model.

SQAES is used to verify the ontology conciseness and the correctness of the developed
ontology axioms. The following screen shots (Fig. 7.12a-7.12¢) show a few user
interfaces that present the user’s query about the Validation concept after adding the
required axioms to the SQA ontology. For instance, in the example given below, the

developed reasoning system allows to infer:
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e  SQA processes invoked by the Validation process;

e Inputs required by the Validation process;

e  Resources used by Validation process;

e Quality attributes that are enforced by Validation process; and
e Deliverables produced by the Validation process.

As shown in the example, the user visits 2 learning resources of the queried concepts

(Validation) and investigated (Efficiency) as a related concept.

For personalized learning, SQAES automatically updates the user profile with queried
concepts and visited learning resources. When the user uses SQAES the next time and
queries for concepts, consumed learning resources are distinguished from unvisited

ones and provided to the user for re-learning as illustrated in Fig. 7.12a.
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7.5 Conclusion

A proof of concept prototype was used to validate the SQA ontology deployment. In
this Chapter the design and structure of a process-driven e-learning system that senses
learners’ current activity and guide them through the necessary SQA practices is
presented. First, a general system architecture and design was introduced followed by
the main software components used to build the system. Global ontology was used to
model the learning context in the SQAES prototype. Context-awareness is achieved
through a set of reasoning tools that take into account user’s profile and learning
history to recommend SQA resources needed for the task in hand. Reasoning axioms
based on international standards have been added to the ontology to prevent retrieving
unrelated concepts. The system updates the leamner’s profile with consumed learning
resources each time the learner logged in the system. JDOM has been used to
manipulate developers’ profiles in XML format. Finally experimental results and

screen shots of using the system are provided.

Conclusions and contributions of this research work are summarized and presented in

Chapter 8.
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Chapter 8: Conclusions and Future Work

The major research contributions in the area of modelling the SQA knowledge for

learning are presented in this Chapter followed by suggested future work.

8.1 Research Contributions

This research was aimed to investigate, design, implement and evaluate a model of the
SQA knowledge area that would facilitate automated retrieval of the domain
knowledge using ontologies. This research defines a framework of building ontology-
based application for SQA e-learning (Fig. 4.1). The presented framework can be easly
transformed to reflect new standards in the domain (see the enhanced version of the
SQA ontology Section 5.5). This is the first time where both domain (SQA concepts)
and operational (SQA processes) knowledge are integrated into ontology along with a
set of axioms and ontology reasoning tools to help developer/learner query process-
realted SQA resources. This section presents a summary of the main contributions

achieved to meet the research objectives.

e Define a conceptual model of the SQA knowledge area. Section 5.2 presented
the SQA conceptual model (Fig.5.3) which is the key output of the
conceptualization process (Bajnaid et al., 2010, 2011, 2012, 2013).

e Implement machine-readable SQA ontology based on the conceptual model.
Section 5.3 presented the use of the Protégé tool to edit the formal SQA ontology
in OWL, a Semantic Web open standard recommended by W3C. In contrast with
other ontologies the developed SQA ontology is not just taxonomy of the domain.
It is an operational ontology where the knowledge is inferred based on the SQA
process the user is dealing with. Ontology axioms have been added to the SQA
ontology according to the best practices and the software development life cycle.
The developed formal ontology which contains 16 deliverable concepts, 24 SQA

measurement concepts, 27 measurement metric concepts, 11 processes, 8 quality
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attributes, 8 resources and 198 learning objects partially in (Bajnad et al., 2011;
2012).

Evaluate the developed SQA ontology. Chapter 6 presented detailed description of
the evaluation approach used to validate the developed SQA ontology. The ontology
was verified for consistency using Protégé and the Racer Pro ontology reasoning tool
(Fig. 5.9). Clarity and completeness have been evaluated using the SQA ontology
assessment questionnaire (Bajnaid et al, 2013). Chapter 6 also presented the
discussion and results of the ontology assessment questionnaire distributed among SE
specialist. Application-based ontology evaluation was also performed using a
prototype of the ontology-based e-Learning system as presented in Chapter 7 (Bajnaid
et al., 2013). For the development of the SQAES prototype, Apache Tomcat 7 has
been chosen as server software. Jena is used to extract data from and write to the
developed OWL ontology model. The system uses the SWRL Tab of Protégé to build
SWRL rules for ontology reasoning. RacerPro has been used as an interactive tool for
manipulating the ontology and the SWRL rules. Based on the suggestions and results
of the evaluation an enhanced version of the SQA ontology model has been developed

(Section 5.5).

In addition to the above, the followings outcomes are other achievements which are

linked to the main research contributions:

e The vocabulary and relationships in the developed SQA ontology (Tables 5.3, 5.4
and 5.5) are built based on SWEBOK guide (2004) and international standards
(SO 9126, IEEE 12207, IEEE 610.12, IEEE 00100) and other documents
(PMBOK 2008, CMMI v1.2, and ANSVISO/ASQ Q9000-2000) partially in
(Bajnaid et al., 2012; 2013);

e Approach to implement semantic representation of the user profile (the
Developer/Leamner sub-ontoloyg Section 7.2.1) in the integrated ontology-based
prototype SQAES (Bajnaid et al., 2012; 2013).
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8.2 Future Work

This research area is very rich and many ideas can be developed as extension to this
research. Some attempts has been done to carry out certain extensions, however, they
were excluded as they don’t contribute to the main objectives of this research. Some of

these extensions are listed below.

8.2.1 Towards Task-Level SQA Ontology
The IEEE 12207 (2008) defines an activity as a set of cohesive tasks of a process
where tasks are requirements, recommendation or permissible action intended to

contribute to the achievement of one or more outcomes of a process.

Additionally to the current process-level SQA ontology (shaded in orange), the
ontology can be extended to be task-based level ontology where each SQA process is

composed of activities and tasks as illustrated in Fig. 8.3.

‘Project-outer’ level
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produces
involves changes
A
""" G i e i ol S Requirement  ===F-"1""
Project level Type: Customer / Project
| Project SQ Model
Process level
----- w Product delivered-to
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Figure 8.3: Future view of the SQA including task, project and project-outer
levels.
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8.2.2 Merging the SQA Ontology with other SE Knowledge Areas

SQA is not a separate SE process. Quality implies in every action and step of the
software development process from requirement specification to post-delivery
evolution. A future work might be conducted towards merging the developed SQA
ontology to an upper level SE ontology.

8.2.3 Enhancement of the SQAES Prototype

The current version of SQAES has been improved to allow the user to navigate SQA
concepts in addition to quering for a concept. I such a case the user doesnot need to
remember all SQA concepts. For an attractive and flexible e-learning environment, the
SQAES prototype can be supported with a graphical generator for better representation
of the outputs. The use of the Scalable Vector Graphics (SVG), an XML-based vector

image format for two dimensional graphics (2002), can be a way forward.

Context-aware learning or personalized learning provides learning contents according
to learner’s needs, preferences, style and previous knowledge of the subject domain.
Various context parameters are considered in existing e-learning systems such as:
learner personnel profile, expertise level, learning preferences, learning situation,
network, devices...etc. (Das et al,, 2010). The SQAES prototype implemented to
provide learner with personalized list of learning recommendations based on the
learner’s usage profile and taking into account already consumed learning resources.

SQAES can be enhanced by considering more context-aware learning parameters.

Using SQAES in real life can be useful where data about SQA concepts can be
collected from the users’ profiles (e.g. the most visited concept, average consumed

concepts/learner, and average consumed concepts/learning session etc.)

8.2.4 Associate Learning Objects with LOM

As the SQAES prototype was not intended to be a complete perfect system but rather a
demo, the features such as described in the IEEE Learning Object Metadata (LOM)
standard were not addressed. LOM is a meta-date conceptual model with different
attributes such as language, title, date, format, teaching style, and prerequisite enables

the sharing and exchange of learning objects across any technology supported learning
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systems (Holzinger et al., 2001). The use of LOM to find and retrieve the learning
objects in SQAES will help to provide structured description of the learning objects
that can be used by various applications and hence will offer an open pool of learning

resources to the learner.

8.2.5 Towards an Extension of SQAES for Agile Software Development

Agile software development methods aim to develop software as fast as possible with
continuous feedback from customers (Rech, 2007). Although agile methods produce
software faster, they need to produce quality products. While quality software is the
output of quality process, it is not clear how current agile practices and methods attain
quality under time pressure and in an unpredictable requirements environment. As an
extension of the use of SQAES, the system can be used to provide agile developers
with, just-in-time and in a contextualized way, resources that deal with SQA related
aspects of the software process at hand and hence might improve quality in an agile

software development environment.

8.2.5.1 Extending of the SQA Ontology with Agile Terminology

SQAES, the prototype system developed in this research, has to be extended to address
the challenges related to the role of Quality Assurance in agile projects by developing
a process-driven recommender that takes into consideration the type of software
process the developer is dealing with, as well as its SQA requirements, quality
attributes, SQA measurements and metrics, related techniques and procedures. The
main motivation is to achieve the Agile Manifesto’ principle, that is “Build projects
around motivated individuals, give them the environment and support they need and

trust them to get the job done” (Judy, 2009).

Ontology expandability, refers to the ability to add new definitions to the ontology
without altering the already stated semantic (Gémez-Pérez, 2001), has been evaluated.
The SQA ontology is partially extended to include agile terminology. To support
agility that relies on individual’s tacit knowledge and that is very much based on
standard work practices and methodologies, the software engineering knowledge

sources (Section 5.2) and some agile software development methods resources

129



(Mankandla and Dwolatzky, 2006; Abrahamsson et al., 2002) have been used aided by
domain specialists to extend the vocabulary and relationships of the SQA ontology
developed in chapter 5. Table 8.2 shows extracted knowledge used to extent the
conceptual model of the SQA ontology (Bajnaid et al., 2012).

It should be noted that the inclusion of the agile terminology into the SQA ontology
did not affect the concepts and relationships of the original ontology and thus confirms

the expandability of the ontology.

Table 8.2: Additional Agile Terminology

Term Ontology Concept | Related Ontology Concepts

User Stories Technique usedBy > joint review and Verification
Pair Programming Technique usedBy > Quality Assurance

Generic OO Design Technique usedBy = Quality Assurance

Practices

Continuous Integration | Technique usedBy -> Validation and Verification
Case Dependent Technique usedBy > Quality Assurance

On-site Customer Technique usedBy - Joint Review

Iterative Incremental | Technique usedBy => Verification, Validation,
Development (1ID) Qualification Testing, and Joint Review

8.2.5.2 Possible Scenario of Using Agile-Oriented SQAES

To use SQAES in an agile development environment the ontology has to be
automatically used to annotate software development related keywords. The possible
scenario could be as follows: once a keyword is annotated, the system triggers a drop-
down menu with all possible queries that can be generated from the ontology concept
that is related to that keyword. Example of such implementation is shown in Fig. 8.4
with a combined view with the drop-down menu displaying learning resources related
to Validation and its SQA related concepts (invoked processes, produced deliverables,
required inputs and wused resources) where selected LO about the

Continuous_Integration technique used by the Validation process is visited.
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Figure 8.4: Combined view of the SQAES System for Agile SW Development
(Bajnaid et al., 2012)

8.3 Epilogue

This research has designed and developed a Software Quality Assurance ontology that
at the first time represents both domain and operational knowledge of the SQA
knowledge area. The ontology provides consistent terminology that aims to support

communication between people and software agents.

The common vocabulary and relationships modelled in the developed ontology is an
attempt to resolve the problem of inconsistency among current standards and
proposals. With a goal to develop a consistent terminology for software quality
assurance, different ISO and IEEE standards were used in the ontology
conceptualization activity while the Software Engineering Body of Knowledge
(SWEBOK) remains the important and primary source for developing the SQA
ontology.
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The developed ontology built based on international standards and hence can provide
an improved communication medium among organizations and a basis for future

agreement among SQA community.

The developed SQA ontology is easly transformed from the old quialty standard
(ISO/IEC 9126, 2001) to the latest quality standard (ISO/IEC 52010, 2011) as shown

in Section 5.5.
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APPENDIX A: STRUCTURE OF THE SQA ONTOLOGY'S CLASSES

OWLClass: Product
supClassOf: owl:Thing

Examples: project management plan, operation report, user manual, and source code
test cases all are individuals (instances) of the class product

Object Property Domain Range Cardinality
islnputTo Product Process n..n
isinputToMesurement Product Measurement n..n

Data Type Property Type

Description String

Reference String

OWLClass: Resource
supClassOf: owl:Thing
superClassOf: Technique*
superClassOf: Tool
superClassOf: Method

the class Resource

Examples: walk through, prototyping, and check list all are individuals (instances) of

Object Property Domain Range Cardinality
usedBy | Resource | Process [ n.n
Data Type Property Type L
Description String
Reference String
OWLClass: Project
supClassOf: owl:Thing
Object Property Domain Range Cardinality
| hasProcess Project Process R l.n
hasProduct Project Product l.n
hasRequirement Project Requirement l..n
Data Type Property Type
Description String
Reference String
OWLClass: Requirement
supClassOf: owl:Thing
superClassOf: Functional Requirement
superClassOf: Non-functional Requirement
Object Property Domain Range Cardinality
associatedWith | Requirement | Product [ n.n
Data Type Property Type
Description String
| Reference String
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OWLClass: Measurement
supClassOf: owl:Thing

Object Property Domain Range Cardinality
measures Measurement Quality Attribute n..l
hasMetric Measurement Metric l..n |
Data Type Property Type

Description String

Reference String

OWLClass: Metric

supClassOf: owl:Thing

Object Property Domain Range Cardinality
conductedUsing | Metric ] Process [ n..n

Data Type Property Type

Description String

Reference String ]
OWLClass: Quality Attribute

supClassOf: owl:Thing

superClassOf: Observable Quality Attribute

superClassOf: Non-observable Quality Attribute

Object Property Domain Range Cardinality
measuredBy Quality Attribute | Measurement l..n
enforcedBy Quality Attribute | Process n.n =
Data Type Property Type

Description String

Reference String
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APPENDIX B: SQA CONCEPTS WITH RELATED AXIOMS

SQA Concept Related OWL Axioms

SW Design | V invokes only (Inspection or Review)
Quality V enforces only (Efficiency or Functionality or Maintainability or
Evaluation Portability or Usability)

V uses only (Prototyping or Simulation)

Validation V invokes only (Audit or Review)
V produces only (Test_Report or Validation_Plan)

V hasInput only (Requirement_Specification or Scource_Code or
Test_Report or User_Manual)

V enforces only (Efficiency or Functionality)

V uses only (Measurement or Prototyping or Use_Cases)

Verification V invokes only (Audit or Review)
V produces only (Test_Report or Verification_Plan)

V hasknput only (Design or Requirement_Specification or
Review_Report or Source_Code)

V enforces only Efficiency

Test Report V isInputTo only (Quality_Assurance or Validation)
V ProducedBy only (Validation or Verification)

V isInputToMeasurementMetric only (Access_Controlability or
Accuracy or Accuracy_to_Expectation or Availability or
Completeness_of Description or Data_Corruption_Prevention or
Ease_of Function_Learning or Error_CorrectionFailure_Avoidance
or Fault_Density)

Functionality V enforcedBy only (Validation or SW_Design_Quality_Evaluation)
V mesuredBy only (Accuracy or Interoperability or Security)

Reliability V enforcedBy only Quality_Assurance
V measuredBy only (Fault_Tolerance or Maturity or Recoverability)

Audit Strategy v producedBy only Audit
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Data V conductedUsing only (Joint_Review or quality Assurance or
Exchangeability Validation)
V isMeasurementMetricOf only (Security)

V' hasMeasurementMetricInput only (Requirement_Specification or
Review Report or Test Report or Design or Operation_Report or
Source_Code)

Test Coverage V conductedUsing only (Qualification_Testing or quality_Assurance or
Validation)

V isMeasurementMetricOf only (Maturity)

V hasMeasurementMetricInput only (Requirement_Specification or
User_Manual or Test_Report)

Design V isInputTo only (Review or Verification)

V isInputToMeasurementMetric only (Access_Controlability or
Completeness_of Description or Computational_Accuracy or
Data_Corruption_Prevention or Data_Exchangeability or
Input_Validaty Checking or Precision)

Fault  Removal | V jsinputToMeasurementMetric only Fault Removal
Report

Quality V producedBy only Quality_Assurance
Assurance Plan

Requirement V isinputTo only (Quality_Assurance or Review or Validation or

Specification Verification)

V isinputToMeasurementMetric only (Access_Controlability or
Accuracy or Accuracy_to_Expectation or
Completeness_of Description or Computational_Accuracy or
Failure_Avoidance or Input_Validaty Checking or
Installation_Flexability or Precision or Restorability or

Test_Coverage)

Source Code V isInputTo only (Review or Validation or Verification)

V isinputToMeasurementMetric only (Access_Controlability or
Computational_Accuracy or Data_Corruption_Prevention or
Data_Exchangeability or Efficiency Compliance_Metric or
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Maitainability Compliance_Metric or Precision)

Operation Report

V isInputToMeasurementMetric only (Access_Controlability or
Data_Corruption_Prevention or Data_Exchangeability or
Ease Of Installation or Fault_Density)

Problem Report

V isInputToMeasurementMetric only (Ease_Of_Installation or
Fault Density)

Review Report

V producedBy only (Review or Mangment_Review)

V isInputTo only Verification

V isInputToMeasurementMetric only (Access_Controlability or
Completeness_of Description or Computational_Accuracy or
Data_Corruption_Prevention or Data_Exchangeability or
Failure_Avoidance or Fault-Detection or Fault-Removal or Input-
Validaty Checking or Installation_Flexability or Precision or
Restorability)

Test Report

V producedBy only (Validation or Verification)

V isInputTo only (Quality Assurance or Validation)

V isInputToMeasurementMetric only (Access_Controlability or
Accuracy or Accuracy to_Expectation or Availability or
Completeness_of Description or Data_Corruption_Prevention or
Data_Exchageability or Ease_of Function_Learning or
Error_Correction or Failure_Avoidance or Failure_Resolution or
Fault_Density or Fault Removal or MTBF or Access_Clarity or
Precision or Response_Time or Restartability or Test_Coverage or
Undoability)

User Manual

V isInputTo only (Quality Assurance or Validation)

V isInputToMeasurementMetric only (Accuracy to_Expectation or
Accuracy or Completeness_of_Description or Restorability or
Test_Coverage or Understandable_Input_Output)

Operability

V measures only Usability
V hasMeasurementMetric only (Error_Correction or Unodability or
Input_Validaty Checking or Message_Clarity)

Recoverability

V measures only Reliability
V hasMeasurementMetric only (Availability or Restorability or
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Restartability)

Accuracy

V measures only Functionality

V hasMeasurementMetric only (Accuracy to Expectation or

Computational_Accuracy or Percision)

Fault Tolerance

V measures only Reliability

V hasMeasurementMetric only Failure Avoidance

Installability V measures only Portability
V' hasMeasurementMetric only (Ease_of _Installation or
Installation_Flexability)
Learnability V measures only Usability
hasMeasurementMetric only Ease_of Function Leaming
Maintainability | V measure only Maintainability
Compliance V hasMeasurementMetric only Maintainability_Compliance_Metric
Maturity VY measures only Reliability
V hasMeasurementMetric only (Failure_Resolution or Fault_Density or
Fault_Detection or Fault_Removal or Mean_Time_Between_Failure
or Test_Coverage)
Resource V measures only Efficiency
Utilization V hasMeasurementMetric only Input_Output_Utilization
Security V measures only Functionality

V hasMeasurementMetric only (Access_Controlability or
Data_Corruption_prevention or Data_Exchangeability)

Time Behaviour

V measures only Efficiency

V hasMeasurementMetric only Response_Time

Understandability | V mesures only Usability
V hasMeasurementMetric only (Completeness_of Description or
Understabndable_Input_Output)
Error Correction | V conductedUsing only (Testing or Validation)
V isMeasurementMetricOf only Operability
Access V isMeasurementMetric of only Security
Controlability V conductedUsing only (Joint_Review or Validation or
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Quality_Assurance)
V hasMeasurementMetricInput only (Design or Operation_Report or
Requirement_Specifiction or Review_Report or Source_code or

Test_Report)
Accuracy to V isMeasurementMetricOf only Accuracy
Expectation V conductedUsing only (Quality_Assurance or Validation)
V hasMeasurementMetricInput only (Requirement Specification or
Test_Report or User Manual)
Availability V isMeasurementMetricOf only Recoverability
V conductedUsing only Qualification_Testing
V hasMeasurementMetricInput only Test_Report
Ease of V isMeasurementMetricOf only Installability
Installation V conductedUsing only Qualification_Testing

V hasMeasurementMetricInput only (Operation_Report or
Problem_Report)

Ease of Function

Learning

V isMeasurementMetricOf only Learnability

V conductedUsing only (Qualification_Testing or Validation)

V hasMeasurementMetricInput only (Test_Report or
User_Monitoring_Record)

Failure

Resolution

V isMeasurementMetricOf only Maturity
V conductedUsing only Qualification_Testing
V hasMeasurementMetricInput only Test_Report

Fault Density

V isMeasurementMetricOf only Maturity

V conductedUsing only (Qualification_Testing or Quality Assurance)

V hasMeasurementMetricinput only (Operation_Report or
Problem_Report or Test_Report)

Fault Detection

V isMeasurementMetricOf only Maturity
V conductedUsing only (Joint_Review or Verification)
V hasMeasurementMetriclnput only Review_Report

Fault Removal

V isMeasurementMetricOf only Maturity

V conductedUsing only (Joint_Review or Verification)

V hasMeasurementMetricInput only (Fault_Removal_Report or
Test_Report or Review_Report)
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Input Output V isMeasurementMetricOf only Resource_Utilization
Utilization V conductedUsing only Verification
V hasMeasurementMetriclnput only Source_Code
Installation V isMeasurementMetricOf only Installability
Flexability V conductedUsing only Validation
V hasMeasurementMetricInput only (Requirement_Specification or
Review_Report)
Mean Time V isMeasurementMetricOf only Maturity

Between Failure

V conductedUsing only Qualification
V hasMeasurementMetricinput only Test_report

Message Clarity

V isMeasurementMetricOf only Operability

V conductedUsing only (Qualification_Testing or Validation)

V hasMeasurementMetricInput only (Test_Report or
User_Monitoring_Record)

Precision

V isMeasurementMetricOf only Accuracy

V conductedUsing only (Joint_Review or Validation or Verification or
Quality Assurace)

V hasMeasurementMetricInput only (Design or
Requirement_Specification or Review_Report or Source_Code or
Test_report)

Response Time

V isMeasurementMetricOf only Time_Behaviour
V conductedUsing only Qualification_Testing
V hasMeasurementMetricInput only Test_Report

Restartability

V isMeasurementMetricOf only Recoverability
V conductedUsing only (Qualification_Testing or Validation)
V hasMeasurementMetricInput only Test_Report

Restorability

V isMeasurementMetricOf only Recoverability

V conductedUsing only (Joint_Review or Qualifiaction_Testing or
Validation or Verification)

V hasMeasurementMetriclnput only (Requirement_Specifiaction or
Review_Report or Test_Report or User_Manual)

Test Coverage

V isMeasurementMetricOf only Maturity
V conductedUsing only (Qualification_Testing or Quality Assurance or
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Validation)
V hasMeasurementMetricInput only (Requirement_Specification or
Test_Report or User_Manual)

Undoability V isMeasurementMetricOf only Operability
V conductedUsing only (Qualifiactio_Testing or Validation)
V hasMeasurementMetriclnput only (Test_Report or
User_Monitoring_Recoed)
Quality V invokes only (Audit or Review or Validation or Verification)
Assurance V enforces only (Reliability or Usability)
V produces only Quality Assurance_Plan
V hasInput only (Requirement_Specification or Test_Report or
User _Manual)
SW Design V invokes only (Inspection or Review)
Quality V enforces only (Efficiency or Functionality or Maintainability or
Evaluation Portability or Usability)
V uses only (Prototyping or Simulation)
Verification V invokes only (Audit or Review)
V enforces only Efficiency
V produces only (Test_Report or Verification_Plan)
V hasInput only (Design or Requirement_Specification or
Review_Report or Source_Code)
Portability V enforcedBy only SW_Design_Quality _Evaluation
V measuredBy only (Installability or Portability Compliance)
Usability V enforcedBy only (Quality_Assurance or
SW_Design_Quality_Evaluation)
V measuredBy only (Learnability or Operability or Understandability)
Checklist V usedBy (Audit or Review)
Meeting
Prototyping V usedBy only (SW_Design_quality_evaluation or Validation)
Simulation V usedBy only SW_Desing_Quality_Evaluation
Use cases V usedBy only Validation
Walk through V usedBy only Review

156




LS1

</,90Ue13T0l 3ITNeI.=qQI:3JPI IuswaInsesp>
</w330day TeAOWSY 3TNEJ,=QI:3IPI 3ONPOId>

</ TeACWSY 3ITNEF,=QI:3IPI DTIISW IUSWIINSEIN>
</,U0T3D833Qq 1{Ned,=QI:JPI OTIIDW IUSWIINSEIN>
</uwA3TBUBQ ITNEI,.=AI:3IPT DTIIIN JUSWIINSEIN>

</, UOTINTOSIY BINTTed,=dI:IPI OTIISW JUSWIINSESN>
</.@OUEPTOAY SINTTRL,=AI:IPI DTIIIN IUSAIIINSEIN>

</ UOTIDSITI0) XOIXF4=QAI:IOIX OTIIIN IJUSWIANBRIN>
<A3zedorainalqo: tmo/>

</w9INQTIIIY A3TTENdH,.=a0IN0BaT: JpI »buex:sjpa>

</ AED90I0JUBH, =9DINOBIT : JPX JOIBIDAUT : TMO>
</4889001d#,=90IN0OBAT: JPI UTEWOP:BIPI>
<,832103uad,=QT: 3p1 A3xadoxgdioafqo: Tmo>
<A3jasdoagioalqp: tmo/>

</ w989002d#.=92IN0BIX : 3Jpx Sbuex:BIPI>

</ 489010 USH, =9DINOBIT: JPI JOIBIIAUT : TMO>

</2930Q7333¢ AITTENDH,.=30IN0EST: JPI UTPWODP: BIPI>
<,Agpeoxojus,=qI:Ipx A3z9doadioe(qo: (mo>
<K3jzadoazgadAieseq: tmo/>
</ySWILla3ep ! paxy, =90INn08ax: Jpa obuex:sIpa>
<uSUTLPUg,=QI:3Ipx A3jzadozgadiiyeseq:imo>

</wDTa30K @oueT1duo)” ADusToTIFHM=AI: IPT ITIISW IUSWIINSLIN>
</yo0ueTTdwo) ASUSTOTIIH 4=l IPI JUSWRINBRIN>
</uAouUsTD8339.=QT: JPT YO S1qeAIaISqO>

</ UOTJeTTeI8UI JO 96®H,=qI:IPI ITIISW JUSWIINSeaw>
</4ButuzesT uoTiounz” 3o @SeE,=dIl:JPI DTIISH IUIWIINBLIN>
</ uBI8aqu=QI: IPI IONPOIL>

</ 8TSATeUR MOT3I ®©I€P.=QI:3IDPI POYISW>
</wAaTTTqEesbueyoxy ejed,=qI:IPI OTIISN IUSWIINSEIW>

</ UOTIUBABZ4 UOTIANIIO)” vied, =l IPI OTIISH IJUSWaINSesN>
</uAoeanooy” Teuorieinduwod,=qI: Pl STIISN IuUawWaINgesy>
</ B818ATeUe A3TXa7dWOD, =1 IJPX POYIIN>

</, uoT3d1I083Q JO 8SauUalTAWOD,=I:JPX DTIIIS JusuSINseap>
</w3IBTT APSYD,=QI:FPIx Inbiuyoar>
</wA3ITITRTTEAY, =4I JPI DOTIISW IUWIINERIN>
</wABo3ere3s” ITPNY.=QI:FPI 3IONPOII>

</w3TPNY.=0I: JPI 899001d>

</ uoTie309dx9 07 AoeInsoy,=qI: JPI OFIIDH IJususInsesy>
</ AoeInooy,=qI: JpI IUSWIINSRIW>
</uwAITTTqeT0I3U0D S88900Y, =1 IPI OTIIBW JUSWIINSVSY>
</wda=0QI:JPI STqeTIeA: TIMS>

</udu=Ql:3PI ITqeTIRA: [IME>

</u0Tu=0I:3IPI STQETIRA: TIMS>

</uwdu=aI:JPI STQRTIBA: [IME>

</wdu=QI:3IPI STQeTIA:TIME>

</u¥u=QIl:3PI STqeTIeA: TIME>

<Aboto3up: (mo/>
</ T8O

‘e1Ims /g’ £/s91boTojuo0/npa - projuels - 1ams// :d33Yy, =30IN08IT: JpI

g3zodurt: Tmo>
</uImo ' 1ambs/¥ ' ¢g/8uT
-311Tng/891boT03u0/npa-pIojuess - Tambe// :d3 iy =201N0831: Jpa
s3xoduy : TAO>
<,«=3n0qe:3px ABOTOIUQ: TMO>
<u
#Imo eTIM8 /¢ £/89100103UC/Npd " proJurls - [ame// :dI3Y =R TIME I BUTWX
wisu-xejuls-3pi-zz/20/6661/B510  ¢m mmn// :d3 3. =PI SUTLX
JHATIMB/TT/€00Z/630  gm mmm// : A3y, =qQTIME : SUTUX
» #PWIYOSTNR /1002 /610" M mmm/ / : d3 3y, =PBEX: BUTWX
w#110/L0/200Z/610° €M mam/ /A3y, =TMO: BUTUX
w#TM0dex/.0/80/500Z/W0D * 89THO0TOIUC-TMO " mmm/ / :d3 3y, =dsx: suTux

L]
#ob9302d/mo/surbnid/nps paojuess - sbazoad//:d33y. =eb6930xd: suTIX
wHTIMB/TT/€002/BI0 €M  mmm/ /A3 Y, = TIMS: SUTWX
AHOWIYDH-IPI/T0/0002/630  em mmm/ /1 A3y, =8P BUTWX

#IMm0" T2mbs /¥ €/5UT
-3110q/89FboT03uo/Npa ‘ paojuels - Tambs// : d33y, =Tambs: sutwx
#ABOTO3U0DS8 /WoD * BITHOTOJUO-TMO " Mam/ / : A3y, =9BRq: TWX
» #AB0T03U0DS /WO ' gaTBoTouUo - TMO * amm/ / s da Y =suTWX J4QY: FPI>

<{< ,#Tm0"1ambe /¥ g/sUT
-3TIng/setborojuo/npe ‘paoyuess - [ambs//:diqy, Timbs ALILNAI>
< W H§TIMO°RTINMB/€  £/89T60TOUO /NP pIogue3s ‘ Tams//:d33y,
e1IM8 ALILNEI>
< w#Tmo-dex/L0/80/5002/wod - satboTolzuc
~-TMo mmm//:d33y, dBX XLILNAI>
< y#ebejoad/mo/surbnid/npe paojuess sbejoad//:d3ay,
obsj0ad xIIINH!>
< w#Su-¥xejule-3IpI-22/20/6661/610  eMmmn//:d334, IPT RLILNZI>
< WHEWSYOs-IPI/10/0002/630  eM mmm//:dIIY. SIPT ALIINHI>
< W HeWSYDSTHX/T00Z/B10" ¢a mmn//:d33y, PBX ALIINZ|>
< WHQTIMB/TT/€00Z7/B30 €M mmm/ /:d33y, qTIms XLILNZ|>
< WH#TIMB/TT/€00Z/610 €M mmm//:dI3Y, 1IM8 XKLIINFI>
< WH#1M0/L0/200Z/Ba0 eMm-mmm//:d33Y, TMO ALILNZi>
] 43qu:3pPx 3EALDOQI>
<240  Tu=UOTSISA TWX.>

AOOTOLNO
YOS 3H1 40 300D JMO 3HL D XIANIddY



861

<. JUSWBINSESN =1 :JpI 8SeTD: [MO>
<A3xedoxganalqo: mo/>
</,3U3WSINSLINH ,=aDIN0ga1: Jpa1 2buer:sypa>
</,99INSE3WE, =30IN0S3I : JPI JOISIIAUTL : TMO>
</,33INQTIIIY AITTEND#,=90IN0SSX: JPI UTEWOP:SIPI>
<,Agpsanseau,=q1:3p31 £A339d0x3309[q0: TMO>
</w3INTTed usamlag WL UEIW,=CI:IPI DIIIIN IJUuSWIInsean>
</WAITINICW, =] IJPI IUSIWIINSVIW>
</ MITADY IUSWILUCK,=dI:IPI S9ID0II>

</uOTIIBW @oueTTdwo) AITTTRUTRIUTEN, =QT : P
DTIIIW IUSWIINBEIN>
</y,20ueT1dwo)” A3TTTqRUTeIUTeN, =] : JPI IUIWIINSEIN>
</uA3TTTqRuTERjUTEW, =QI : JPI YD @ [JeATISOUON>
</wA3TTTIQeUTeS ], = JPI JUSWIINGLSIN>
</uwMITASY 3UTOL=dI:IPI 8830013>
<K3zsdoxgaoafqo: Tmo/>
</ 43da0Uo)yDSH « =90IN0891 : JpI SbueI: BIPI>
</431edBEUH, =90INOHIT: JPI JOISISAUT : TMO>
< /4 3da0uc)YDSH#, =90IN08SI : JPI UTRWOD:8IPI>
<u3031e48T,~q1: 3px A3xadoxgiosfqo: (mo>
<A3jzedoxganafqo: tmo/>
</ wIUSWIINTEIWH , *9DINOBSI: Jp2 8bueI:BIPI>
</ yOTIIIWIUWSINBECIWSOYH , =IDINOBIT: JPI JORBISAUT : TMO>
</4PTIIOW IUIWSINSEIWH, =IDINOSIT: JPT UTEWOP: BFPI>
<, FJOOTIIBWIUBWBINSLINE T , =0T : JPX A3xadoxdinafqo: Tmo>
<K3zedoxgioslqo: Tmo/>
</4DTIISN JUSBLSANTRIN#H , =90IN0LIT: JpI abBuex:egpa>
</ wINdUIDTIISWIUSWIINSRINSBUH , #IDINOLIT : JPI JOIBIIAUT : TMO>
</w3IONPOIdH#, =80INOSSI : JPI UTRWOP:BIPI>
<,dT13NIuswIINsesoLInduIs T, =al : 3px K3xadoxgioafqo: Tmo>
<A3xedoagaoafqo: Tmo/>
</,883001d#,=90IN0OBAX: JpI shueI:sIpI>
</ IdUISeYH#, =90IN0ESI : JPI JOIBIIAUT: TMO>
</139NPOId#, =OOINOSDI: JPI UTEWOp: 8FPI>
<,orindurst,=qar:3px A3xadoxdioafqo: Tmo>
<A3zadoxdgioelqo: Tmo/>
</, adeduoc)vdS# . =920IN068ax: JpI bBueI:8IPI>
</wSeU}H ,=30IN0BBT: JPI JOIBAIAUT : TMO>
</ 3de0uoDydSH ., *90IN0Sax: JPI UTEWOP: 8JPI>
< ¥8Tu=AI:3FPI A3xadoxdioslqp: Tmo>
<Ajxedoxgascelqo: (mo/>
</,889501d#,=90IN08a1: Jpt aHuex:sIpPI>
</, 889D0Xd#,=90IN0S3I: JPI UTPWOP:SIPI>
<, 89)0AUT , =07 : Ip2 A3jzxedoxaioalqo: Tmo>
</wA3tTTqeasdozsjur,=ql: Jp1 Y0 S1QeAISSQOUON>
</wAa1TTqeradoaa3ul =l JPI IUBWIINSEIW>

</uA3ITTIQIXSTI UOTIRTTeISUIL=QI:IPX OTIIDW IUSWSIINTEIN>
</«A3TTTqRTT®ISUL . =Q]: JPI IUSWAINSEaN>
</.uotidoadsur.,=dI: JpI 883501d>

</ Butyosyn~A3tptrea Indui.=QgI:IpI DTIIISW IUBWAINSEIN>
</.u0T3ez1T1T3n Indang Indur.=qdI:IPI OTIIDW IUIWSINSEIN>
<A3azadoazgadAaeaeq: tmo/>

</«IUT!PBX%,=20IN0831: Jpx @buex:s3ypi>

<.PIw=al:3Ipx K3xadoagadijeseq: (mo>
<A319dox3303{qo: Tmo/>

</.3oNPo1d#,=921IN0581: Jpx ebues:sIypi>
</,309[0x3#,=9DIN0S8IT: JPI UTWWOP:EIPI>
<,30npoigsey.=ql:3px A3x9doadliaalfqo: (mo>
<A31zedoagioafqo: Tmo/>

</4889001d#.=90IN0831: 3Jpx Ibuez:s3jpa>
</u122[02d#4=92INOERX: JPI UTEWOP: BIPI>
<,88900xd5%eY,.=qQI: 3P A3x9doxgioefqo: tmo>
<K3xadoxgadAleaeq: (mo/>

</ Butiys!pexn,=e901n08a1: Jpx sbuer:sipa>
<,paomgsedsey,=al: jpax Ajxsdoxgadieieq: (mo>
<A3x9dozg3oefqo: tmo/>

</ y3daouopydsS#.=eoxnosax: 3Jpx dbuex:ejzpa>
</wFOITRJITH#,=IDINOBIT: JPI JOISIDAUT : [MO>
</w3daouoDYDS# « x90INOLAT : JPI UTEWOP: 8IPI1>
<,33ed8%eY,.=qQI: Ipx LA3xadoxgaosfqo: Tmo>
<A3z9dozg30e({qo: TMo/>

< /4 30NPOId# 4 =90IN0H3I: Jpx buer:SIpI>

</ nDTIIONIUWIINSLIROLINAUTI B T#, *9DINOBIT: IJPI JOIBISAUTL : THO>
</wOTIIBN JUSUDINSBINH , =DDINOSIX : JPX UTRWOP: BIPI>
<yinduldtijsnIuswIInseINseY, =0l : Jpx Ajaedoxgioelqo: 1mo>
<X3xedoagaoefqo: (mo/>

</4OTIION JUSWIINHRIWH, »80INOSIT: JpI @bues: sIpI>
</wI00TIISHIUSWSINSRINS T#,=3DIN0OEST: JPI FOISIBAUT : TAC>
</,3ususINSesy =SOINCLII : JPI UTEWOD: 8FpI>
<uyOTIFWIUSWIINSEIWLRY, =(] : IPT A319d0xd329fqO: TmO>
<A3x9doxdaiosfqo: Tmo/>

</,30Npo1d#,=90IN0BSI: JpI Ibues:sIpa>
</wolLIndursT#,=20IN0E31: JPI FOSSIIAUT : TMO>
</4889D01d#,=90IN0LIX: JPI UTEWOP: SIPI>
<,3andursey,=ar:3px A319dorgioalqo: Tmo>
<A3zedozgiosfqo: Tmo/>

</,3daouooydsH, =e@danosax: Jpz sbuex:sypi>

</ YST#,=9D0INOBAI: JPI FOIBISAUT : [MO>

</ 3da0UcOVlS#H .« *90IN0S3T : JPI UTEWOP: SIPI>
<,8e4,=qI1:3px Ajxsdozginslqp: tmo>
</wA3TTRUOTIOUNF,=QI: FPI YD °1qRAI9SqO>
</w3uswazInbay( euorioung,=qal:Ijpx juswarrinbay>



6¢1

<,2INqT133Y¥ A3TTeN0,.=QI:FPI SSB[D:IMC>

</, uerd aoueanssy A3rTend.=dI:3pI 3onpoad>
</490ueInssy A3riend.=ql:IPI Ssadoid>

</uBurissl uoTlEDTITTEND W =QI: JPX 88ad01g>
</.butdAjozoad.=ar:3px snbruysar>

<gge[D:TMO/>

</ w90INOSIAH#,=90INOBIT: JPI YITMIUTOLSTD: TMO>
</wiuswazinbay#.=901n08ax: JpI YITMIUTOLSTP: TMO>
</.93INQTIIIV AITTENDH.=2DIN08IT : JPX YITMIUTOLSTP: [MO>
</.3ONPOId#,=90INCEII: JPI YITMIUuTOLsTP: TMO>
</.S890013#,=90IN0CBaI: IJPI YITMIUTOLSTP: TMO>
</4OTIISW IUSWSINSLIWH (=S3DINOBITL: P2 YITIMIUTOLSTP: TMO>
</.IUBWAINSEINH , =IOINOBIT: JPI YITMIUTOLSTP: TMO>

</ 4w 3de0uo)ydSH «=80IN0ERX: JpX FOSBERIDANS 1 SIPI>

<y 309{02d,=Q1:3PX SSETD:IMO>

<gSeD:mMo/>

</ w®DINOSH , =BOINOB3X : JPIT YITMIUTOLSTP: TMO>

</ 3UswaITNDaYH, =90IN0BIT : JPI YITMIUTOLSIP: TMO>
</ydINATIIIV AITTENDH,=3DIN08IX: JPX YITMIUTOLSTP: TMO>
</u309(0ad#,=20IN0831: JPIT YITMIUTOLBTP: TMO>
</,889001d#,=90IN083T: JPIT YITMIUTOLSTp: TMO>

</wOTIISN IUSWIINBEIWH , =2DINOBIX: JPT YITMIUTOLSTP: TMO>
</, IUBWRINSL3NH , =SDINOEST : JPT YITMIUTOLSTP: TMO>

</ w3d30uocOYdSH «=901N08AX: P2 JOBBETOQNS i SIPI>

<« 3IONPOId,=QI:3IPI BSETD: TMO>

<K3zedoagioafqo: tmo/>

</,300POId# «=90IN08S1: 3JpI Ibuea:sIpI>

</uwAgpsonpoad ,=a01IN0BRT : JPI JOSVISAUT : TMO>

</ ,889D0XJ#,=O0ANOBSI: JPI UTEWOP:SIPI>
<,saonpoxd,=q1:IFpax Ajaxadoxgioalqo: Tmo>
<A3x8doxdinalqo: Tmo/>

</,8890014#,*90IN0BAI: JPI BHuULI:SIPI>

</ ,890npoad#,=90IN0BaI: JPI JOISIDAUT : TMO>

</ uIONPOIdH#,=IDANCSIT: JPI UTEWOP: SIPA>

<, Agpeaonpoxd,=q3: Jpx K3xsdoxgioalqo: Tmo>

<gserd:mo/>

</w8DINO83YH,=9DIN0SSI: JPI YITMIUTOLSTpP: [MO>
</wiuswaatnbay,=80an08a1: IJpI YITMIUTOLSTP: TMO>
</4®3INQTIIIV AITTENOH,=90IN0OSSI: JPI YITMIUTOLSTP: TMO>
</4309[02d#,=090IN088X: IPT YITMIUTOLSTP: TMO>

</, 30NPO1Id# .. =BOINOBdX: JPIT YITMIUTCLSTPD: TMO>

</yOTIIBW JUSWIINSESNH,=DDIN0SIT: IJPI YITMIUTOLSTP: [MO>
</ IUBWIINSBSWH , =P0INOSSI: JPI YITMIUTOLSTP: TMO>
</w3d90ucHydSH# ., =80IN0CSaX: JpI JOSSeTOANS : SIPI>
<,889001d,=QI:JPI SSeTD:TMO>

</s3x0doy waTqoxd.=dI:IPI 3IONpPoId>

</ UOTSTO31d,.=QI: JDI DTIIIW IUSWSINSLIN>

</.9TI138W 2ouerTdwod AITTIQeIIO0q.=qT:JPI OTIIOW IJUSWIINSEIN>
</no2uerTdwo) A3171qe3I0d »=d1: JPI IJUSWIINSEIW>
</uk31T1qea10d4=QI: JPX YO SIqRAIISGOUON>

</.3x0dey uotierado.=a1: P2 IINPOI>
</JA31TTqeIad0. =01 JP1 IUsUIINSeIN>

<ggeT): Mo/>

</ YD STqRAISSQOUON# , =92INOE31: JPI YITMIUTO(BIP: TMO>
</.2INQTIIIV AITTENDH  =20INOBIT: JPI FJOSTRIDIANS i BIPI>
<. Y0 91qeA1a8qQ.=QI:JPI S8eTD: 0>

<g8eT):IMmO/>

</u¥D 9TqeATIISGO# 4 =90INOBII: JPI YITMIUTOLBTP: [MO>
</4®INQTIIIY AITTENDH, =a0IN0831: JPI JOSSRTOqNS: BIPI>
<,¥0 9TqPAISSQOUON,.=(I : JpI SSE1D: [MO>

</w3uswazinbey [ULOTIOUNJUON,=JI:FPI Juswazinbay>
<ggerd: TMmo/>

</« TOOL# 4 =2DINOBAX: JPI YITMIUTOL8TP: [MO>

</ anbTUYDIL# , =@0IN0BSI: IJPI YITMIUTO(STP: TMO>

</, @DIN0CEIYH, =9DANOBII: JPI JOBBRIIQNE :BIPI>
<uPOYUIBHW=QI: JPT SSETD: TMO>

</wA3TI9TD 96e889W, =QI : JPI OTIIAW JUSWRINERIK>
</uBut3ssu,=qr:jpa enbrwyoes>

<K3zedoxgioefqo: tmo/>

</.93INqTI33Y AITTend#.=90IN0SIX: Jp1 Ibues:sIpa>

</, AgpaInsesuly, =a0IN08AT: JPI JOSBIIAUT : TAO>

</ IUBWIINSLIWH 4, =@OINOBSI : JPI UTEWOP:BIPI>
<,BIanseaw,=qI: 3p3a LA3xadoxginvafqo: Tmo>

<g88eT):TMo/>

</ 4 POINOBOYH , =20IN0BVI : JPX

</ juswaxinbayy,=eoano8ax: Jpa
</43INQTIIIY AITTENDH , =9D0IN0BT : JPI
</4309f0ad4, =90IN0BBI: JPI

</, IONPOId# 4 =90INO\II  JPI
</uwBBID0IgH, =9DINOBII : JPI

</, JUBWIINTRIYH 4 =@DINOBII : JPI

Y3rMiutefstp: (mo>
yItMIutofeTp: (mo>
YaTMIutolsTp: Tho>
yarMautolsip: tao>
y3tMautolstp: ao>
YarMaurolatp: (mo>
YITMIUTOLBTP: THO>

< /yw3deouoc)ydSH,y =80aN083I: JpI JOSSEIDQNE : §IpI>
<,DTIJON FUsWSINBEdNW, =dI :IJPI S8BTD: [MO>

</ 4 90INOBIYH 4 =SO0INOLBI : IPI

</ 3uswazTnbayf, =e0IN08a1: IpI
</49INGTIIIV AITTENDH, =90IN08RI ! IPI
</n3dsloxgy, =edanogsa: 3pax

< /4 3IONPOId#, =I0INOSII: JPX

</ 2w B8SD0Xd#,=90IN0YII: JPI

</uDTAFOW JUSWSINBESY# , =80INOTDI : JPI

<ggeI): TMO/>
YyItMIutolsip: Tho>
Y3TMIutolsTp: TMO>
Y3TMIuTelsIp: ThO>
yatmiutofsip: Tmo>
YITMIUTOLSTP: ThO>
yirmiutolsTp: Tmo>
yirmutolsyp: (mo>

</, 3d90U0OYDSH 4 =00IN0EIT : JPI  JOSSETIANS : 8IPI>



091

<Jqu:Ipx/>

</ ybnoiyl xiem,=qal:jpx snbruysar>

</.ueTd UOTIEOSTITISA.=JI:3IPI 3IINPOII>

</, UOTIEDTITIBAL=AI: JPI 883201d>

</uUeTd UCTIEPTTPAW=QI:JPI 3DNpoO1g>
</4UOT3IePTTeAL=QI: JPI S8ID013>
<A3xadoxdloa(qo: 1mo/>
</,201IN0SY#,=90IN083I: JpI1 buei:szpa>

</, AEpasn# , =22IN0Ea1: JPI FJOIVIIAUY : TMO>

</ 48830013 #,=90IN0SSI: JPI UTPWOP:BIPI>
<,898N,=0I:3p1 Ajzedoagioa(qo: Tmo>
</,P1009Y BUTIOITUOW I98Mf1,=qI:3IPI 3ID2NPOII>
</uTenuUeW 128(,=ql:JFPI 3IONPOIg>
<K3asdoxganalqo: (mo/>
</,8830013#,=90IN083X: Jp1 ebuvi:ezpa>

</, 896N, =90INOBIT: JPI JOISIIAUT : TMO>
</,93IN0BIYH, =I0IN0BIT: JPI UTPWOP:8IPI>

<, Agpesn,=q1: 3p3x A3xedoxgin’afqo: tmo>
</,88B8eD @8n,=QI:Jpx snbruysar>
</uK3TTTqE8N,=QI:IPI YO @1qeAIss8qO>
</wK3TTTqeOPUN =01 : JPI DFIISW_IUSWIINBRSH>
A\=u:musOIusucH|wHAmuGMumuuvﬂD=uoH"uvu uﬂuuozlusosuusmmozv
</ 2 A3T1TqRePURISISPUN =] JPI JUIWIINSESN>
<ggeT): IMo/>

</,onbTuUYDaLy,*@0IN0SST: JPI YIATMIUTO[STP: TMO>
</, POYISWH . =9DINOSIIT : JPIT YITMIUTO[BTP: TMO>
</,92IN089Y#,=3DINOBII: JPI FOSSLIDNS :B8IPI>
<, TOOLu=QI:JPI SBETD: TMO>

</,107a€Yag SWIL,.=dI:IPI IUSWIINSESK>

</ uotT3ecrzioeds 38alL,=dI:FPX IonNpoad>
</w3x0dey 3891,=dI:3Px 3oNpoad>

</ 4960184007 189L,=AI:IPI DTIIOW IUSWIINSEIN>
</u898eD  3891,=Ql: 3PI IoNpoag>

<ggeTd: IM0/>

</, TOOL#,=92IN08II: JPI YITMIUTO[STP: TMO>

</ POYIBWH 4 =90INOBIT: JPI YITMIUTO[STP: TMO>
</ 90IN0OSIYH#, =IDINOSIT: JPT JOSBRIOUNS i 8IPI>
<,9anbTuUyY2sL,=aI: IJPI SSETD: [MO>

</ MITARY TEDTUYDaL,=dI:JIpI $S8001d>
</quot3entesg A31Tend ubTsSaq MS.=dl:3IPI S83001d>

<K3xedoxgediieieq: Tmo/>
</49WILIIEP ! PIXT,=9DIN0CSIT: JpI dbuex:sypa>
<,9WTL3Ie35.=q1:3px AixedoxgadAjeleq: (mo>
</43d90uoDY0S.=Q1: JPI S8RID: [MO>

</w3pO3_ 92IN0S,=dI: JPI IdNpoad>

</ UCTIeTNUYS, =Q] : FJPI INDTUYIIL>

</ WAITIND3S,=Q1: IPT JUMIINACIN>

</n330d38 M2TAS,=AI:IPT IDNPOIZ>
</«MPTAIY =1 FJPX 883D01d8>

</«.K3171qQEsNe1,=qI: IPX

D 9 TqeAIISqOUON>

</wA3TT1qes10389%, =qI : JPI DTIIIW_IUIINTLIN>
</wA3TTIqRIIRIBIY =01 : JPI OTIISW IUSBWIINSESIW>
</ Tl 98ucdsay.=qI: JPT OTIION IUSWIINSEIN>
</UOTIRZTTTIIN @DINOBIY, =01 JPI IUIINSEI>

</, 3UWATTNDIYH , =90IN0BIX: P
</«3INqII33¥ AITTENDH . =#DINOSIT: JPI
< /4308 (01d#,=90IN0BIX* JPI

</ wIONPOIdH 4 =@0INOEIT: JPI

</ 4BB3D0XJH 4 =@2IN0EIT: JPI

</4OTIFIN JUIUSINSEIWH 4 »20INOBIT : P
</ JUSWRINSEINH 4 =90IN0III ¢ JPX

<gge1): TmMo/>
Y3FMIutTolstp: Tmo>
q3atMiutolsyp: (mo>
y3tMIutolsTp: 1a0>
Y3ITMIUTOLSTP: TMO>
YITMIUTOf8TP: TAC>
Yy3tMIuTo[sIp: TMO>
YafMIutofstp: (mo>

</ 4w3d90U0DYDS#H«*IDINOBIX : JPI FOBLRTIANS : BIPI>
<4 0IN08NY,»QT: JPX BBRID: [MO>
</,uoT3est3Toads Juswaxtnbay,.=qdl:IPX IOoNpPoag>

</ ,90IN0BIYH, =S01IN0PIL: JPI
</w2INQITIIY AITTENDH, #902IN08SI: IPI
</u3I09[0ad#,=B0IN08IIT: JPI
</43ADNPOId#,=2IN0OBAI: JPI

< /88900134, =30IN0BAI: IPX

</, OTIIOW IUSWIINSEIW} , =20INOBST : FPI
</, IUSWIINSEINH 4 =9DINOERT ! JPX

<ggei): Tmo/>
y3tMaurolstp: [so>
Y3IfMautofstp: tMo>
YarMutolstp: (mo>
Yy3arMIutofsip: mo>
Y3irMIutofstp: tso>
y3ITMIuUTO{BYIP: TMO>
YyitmiutofsTp: [mO>

</43dS0UODYDSH 4y =92INCERI : JPI JOBBRDQNSB: BIPI>
<, JUSWSATNDSY , =11 JPX BSVID: TMO>
</wA3ITTTqeTT®3,=0I: IPI W0~ ®1qea1asqo>
</wAITTTARIA0ON , =(T : JPI IUBWIINSEIN>

</4,93IN0OS8IN#H , =80IN08AI: IPI

</ juswazTnbayf,=80In0891: IJpI
</w308(oxdf.=e0IN0831: IJpa

</, 30ONPOIdH 4 =22IN0OBII ! IPI
</,S89001d#,=90IN0CERI: IJPI

</,OTIIOW 3IUBWRINSESH#H ,=90IN08SI: JPI
</, JUSWRINS BN, =90IN08SI: JPI

<g8eT): IM0/>
yatMIutolstp: TMo>
Y3ITMIutTo(sTp: TMO>
yatmIurolaTp: TmoO>
yarmiutolsp: (mo>
Y3ITMIUTOLSTP: TMO>
yaTmautolsTp: Tmo>
y3rMiuro{sTp: (mo>

< /4 3d90U0OVYDSH ,, =90INOSIT: IJPI JOSBETOQNS : 8IPI>



Appendix D: Previous Versions of the SQA Ontology

Ontology development is an iterative process where a preliminary ontology prototype

is built and then polished with time. Here are examples of developed versions of the

SQA ontology towards the final conceptual model shown in Fig. 5.3.

Product Model Attribute
* . .
/ associated with
defined-for Req‘mremem
\ 4 haS
Product
— has
is input to invokes Produces/
‘ Uses
] |
produces
Process
'y uses !
defined-for Resource
Process Model
has is-a
Project Model y
Task Technique Method Tool

defined-for

y

People Procedure
Project has P
SQA Ontology (2009)
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Class Class —— Has Invokes
Define Stakeholder Project )
/_______, Class
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APPENDIX F: INTRODUCTORY DOCUMENT TO THE ONTOLOGY

ASSESSMENT QUESTIONNAIRE
About a Questionnaire for the Evaluation of the Software Quality
Assurance Ontology
Nada Bajnaid
PhD Student at the Faculty of Life and Computing Sciences
London Metropolitan University, UK

Software is a key element of the modern computing systems (from mobile phones to
supercomputers) and there is a need for high standards in the educating people who are
involved in its development. It becomes especially critical when there are special
requirements for high quality software. One problem in the teaching of Software
Engineering as a discipline is the use of textbooks as the main source of knowledge.
Moreover, the discipline may be studied as separate modules/courses that may be not
coordinated in terms of consistency and completeness. This may intern that meaning of
terms is inter-related and/or overlapped.

There was an effort by different bodies to develop Software Engineering standards
followed by the forming of the ISO/IEC Joint Technical Committee 1 (JTCI)
workgroup in order to guarantee consistency and coherency among standards. The
IEEE Computer Society and the ISOJTCI-SC7 agreed to harmonize terminology
among their standards. However, there is still no single standard which embraces the
whole Software Quality Assurance (SQA) knowledge. Because of that, there are
various vocabularies to describe the SQA knowledge in learning context including
textbooks. In addition, Software Engineering teachers have different backgrounds, use
different languages and/or jargons which motivate additional research related to SQA
teaching.

With the new technological advances and the use of e-learning techniques, ontologies
play key role in supporting semantic knowledge representation and thus enhancing e-
learning experience. It allows structural annotation of electronic resources with
semantic information providing machine-understandable contents.

Application-Based ontology evaluation was used where an ontology-based context-
aware prototype of SQA e-learning system was designed and implemented to guide
students and practitioners about a process of development of the SQA compliant
software. The system can sense the learner’s current stage of the SQA process and
show relevant Learning Objects (LOs) that deal with SQA aspects. There are 200 LOs
available to the learner. The system filters out LOs based on the individual learner’s
usage of the system (profile) and ontology-based reasoning. The Application-Based
ontology evaluation is used to measure practical aspects of ontology deployment.

The primary source of the SQA ontology given below is the SWEBOK guide (2004),
in addition to that, ISO and IEEE standards (ISO 9126, IEEE 12207, IEEE 610.12,
IEEE 00100, SWEBOK 2004, PMBOK 2008, CMMI v1.2) were used and from them
relevant terminology was extracted. The following figure'illustrates the formal

'Bajnaid N., Benlamri R. and Cogan B. (2012), “An SQA ¢-Leamning System for Agile Softwarc
Development”, Proc. of the Fourth International Conference on Networked Digital Technologies, Dubai,

UAE, April 24-26, 2012. Communications in Computer and Information Science(CCIS 7899) Scrics of
Springer LNCS — in press.
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structure and the various relationships used to define all SQA processes in the software
development process. The figure shows the main SQA concepts as OWL classes
where the arrows represent relationships (OWL object properties) between domain
classes (the head of the arrow) and range classes (the tail of the arrow). The is-a
property relates an SQA concepts with its instances (OWL individuals).
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In the figure we eliminate the number of instances of the SQA measurements and
metrics for simplicity. While in the OWL ontology model we try to cover almost all
SQA measurements and metrics. Applicable measurements and metrics may be not
limited to the ones listed in the ontology. Other metrics for particular purposes may be
added.The aim of this questionnaire is to validate the ontology quality and usefulness.
The ontology validation ensures consistency by avoiding contradictory information. In
addition, ontology clarity is to be validated by referring to how well the proposed
meanings are communicated. Finally, the ultimate goal was to develop an ontology
that faithfully models the SQA discipline as practiced in the software development life
cycle, with further emphasis on SQA measurements and metrics.
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APPENDIX G: THE ONTOLOGY ASSESSMENT QUESTIONNAIRE

The aim of this survey is to evaluate a Software Quality Assurance (SQA)
ontology model that has been created in a PhD project. The SQA ontology was
developed based on international standards (ISO 9126, |IEEE 12207, IEEE
610.12, IEEE 00100, SWEBOK 2004, PMBOK 2008, CMMI v1.2, and
ANSI/ISO/ASQ Q9000-2000). The results of the survey will be used to assess
and evaluate the developed ontology in this research. It is assumed that
respondent has some knowledge in the SQA domain.

A. About respondent

Respondent expertise: please rate your expertise in the SQA domain
1. Null 2. Poor 3.Average 4. Above average 5. Excellent

Respondent expertise: please rate your expertise in the ontology domain
1. Null 2. Poor 3.Average 4.Above average 5. Excellent

Are you now (or ever been) involved into the teaching of Software Engineering?
1. Yes 2.No

Do you think ontology can be useful for teaching SQA?

1. Strongly disagree

Disagree
Borderline
Agree
Strongly agree

v wN
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B. On a scale of 1-5 (where 5 = strongly agree and 1 = strongly disagree), please
indicate how will you agree in the following statements about the developed
SQA conceptual model

Quality Statement 1{2(3|4]|5
Criteria
Completeness | The model covered the major concepts of the
SQA domain
The taxonomy ("is-a" relationship) is presented
Structure correctly in the model

Other relationships among the SQA concepts are
presented correctly in the model (invokes,
produces, measures, Uses, ensures. ..etc.)

There are some redundant concepts in the model

Clarity There are some ambiguous concepts in the model

The ontology is logically consistent
Consistency Ex: X instance of classes A and B, but A and B
are disjoint

This is a contradiction

Extendibility | New terms can be introduced without the need to
revise existing structure of the model
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C. Non-relevant concepts/terms to be removed from the model if any. Why you
think it should be removed?
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D. Suggested concepts/terms to be added to the model if any. Where?

Thank you for your time in completing this questionnaire
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